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Abstract

The objective of this project was to evaluate the effectiveness of teaching high school students the Java language utilising assistant Java classes. These classes were designed to simplify the syntax of the language and to introduce the concept of inheritance. Two Java classes were created. The main class used an artefact called a Tortoise, based on the Logo idea of a Turtle, and provided a number of graphical methods for the user. The second class was called "Please" and simplified the Java syntax using a number of class methods which required a very straightforward English-like syntax. The Tortoise class was used to teach four classes of Grade Nine students in Reddam College over a period of two months. The Please class was used in teaching Grade Ten Computer Studies students. The Grade Nine students were then tested using two questionnaires. One of these was issued after two introductory lessons and the second was issued at the end of the teaching period. The results were then evaluated using McNemar's test of change. There was a positive response to the use of the Tortoise class in the short term by the students.
Introduction

We ought to continually question what we teach and how we teach it. It is a healthy and positive activity which tends to produce a vibrant and constructive learning environment. The goal of this project is to produce Java classes to assist the novice programmer, particularly at the High School level and to assist teachers of these students. The “Tortoise” class was created with a view to producing a graphical output using a tortoise artifact, similar to Seymour Papert’s turtle which he used in the LOGO language (Papert, 1980). The “Please” class was created in an attempt to simplify input. This is a recognized problem for novice Java programmers (Grissom, 2000, Proulx and Rasala, 2004, Roberts, 2001, Roberts, 2004, Wolz and Koffman, 1999).

Learning the Java language is not straightforward for many students and teachers. The precise reasons are unclear. Novices have to deal immediately with a lot of new concepts and Clarke et al argue that when students have to use code that they do not understand, it leads to “puzzlement, discouragement, and often apathy” (Clark et al, pp 174, 1998). These researchers raised the question of whether the syntax of Java was inherently difficult, or whether it might be that a change from the procedural paradigm to the object-oriented paradigm caused the difficulty. They also highlighted student problems arising from input and exception handling. It was suggested that students did not understand what they were doing initially and had to accept certain things which might become clear later. This left students feeling a lack of confidence (Clark et al, 1998). Teachers may also play a role in adding to students’ confusion. Eric Roberts stated that “The computer science education community must find a way to separate the essential characteristics of object-oriented programming from those accidental features that are merely artifacts of the particular ways in which technology is implemented today” (Roberts, pp 116, 2004). He drew a distinction between essential and accidental complexity. Examples of essential complexity were object-oriented concepts such as encapsulation, inheritance, re-usability and interfaces. An example of accidental complexity was the “fact that there are on the order of 50,000 public methods in the Java 2 class libraries” (Roberts, pp 116, 2004). Roberts further went on to
discuss the move in 1995 by the College Board\textsuperscript{1} of New York who administered the Advanced Placement program for Computer Science (APCS). They decided to replace Pascal as the language of instruction with C++ from 1999. In 2001, two years after implementation, they announced that this would change to Java in 2004. Many schools dropped the APCS program as a result. "Even in programs that continue, teachers feel a high level of anxiety about the new material" (Roberts, pp 116, 2004). In discussion with the subject advisors for Computer Studies in the Western Cape Department of Education it is clear that this is reflected by many teachers in the Western Cape who come from a background of programming exclusively in Pascal for many years and for whom the move to Java has been difficult.

The graphical approach to teaching programming does have an effect on learning (Becker, 2001, Calloni and Bagert, 1994, Gilnert and Tanimoto, 1984, Green, 1997, Jones et al, 2002). Thomas Green posed the question "Why do people like graphical widgets?" (Green, 1997, pp 25). In a survey of programmers of various levels the majority expressed a preference for graphical representation. Some of the reasons given were that it was less formal, more memorable, more comprehensible, made structure more visible and provided more information with less clutter (Green, 1997). Seymour Papert suggested that a child's use of a programming language (LOGO) could affect learning in other areas (Papert, 1998, Papert, 1999). In developing LOGO he was particularly interested in assisting children to learn mathematical concepts (Battista and Clements, 1988, Clements and Meredith, 1992). Some studies have focused on the effects that programming in Logo has on problem solving and creativity across other learning areas in Kindergarten and Second Grade students (Degelman et al, 1986). These researchers reported a significant reduction in problem solving errors and observed a statistically significant difference in creativity. Creativity was measured via the Torrance Test of Creative Thinking (Torrance, 1972, Kim, 2002). However, there is neither general agreement on the effects of using computers in schools nor even that the effects are beneficial (Clements and Meredith, 1992). Jane Healy suggested that the many negative aspects of exposure to computers at an early age outweigh any benefits (Healy, 1998). Research results on Mathematical achievement are

\textsuperscript{1} College Board – Non Profit educational organization in New York city
inconclusive overall. Clements and Meredith suggest that Logo affects a limited number of mathematical topics and tests only assess limited areas of mathematical knowledge (Clements and Meredith, 1992). These researchers point out that students learning Logo have to explore relationships and consider their own actions and in so doing are building up experience and establishing concepts which will serve as a "framework" (Clements and Meredith, pp 2, 1992) for formal learning later on.

The importance of practical experience has been emphasized by a number of researchers. "Experimental pedagogy is a necessary compliment of cognitive developmental psychology" (Smock, pp 53, 1981). This hypothesis draws heavily on the Constructivist theories of learning proposed by Jean Piaget (1896-1980), which argue that children progress through stages of learning in the acquisition of concepts (Jones and Brader-Araje, 2002, Kafai, 1996, Papert, 1996, Sigel et al, 1981, Smock 1981). Pierre van Hiele proposed that students' concepts develop through a series of levels. He argued that if children are not ready and if teachers use concepts and language from higher levels then they will not attain higher levels (van Hiele, 1986). Clements and Meredith suggest that the use of Logo helps students to progress to those higher levels (Clements and Meredith, 1992). Throughout their commentary these researchers point out that results of testing show no difference between control groups and those using Logo. They do emphasize that much of the usefulness appears to lie in practical aspects of pedagogical habits such as learning from mistakes and they are "guardedly optimistic" that Logo does help in developing problem solving ability (Clement and Meredith, pp 7, 1992). Much of the research has been directed toward Pre-school and Primary School children. There is also a significant body of research on the effectiveness of graphical programming with novice programmers at the tertiary education level (Buck and Stucki, 2001, Calloni and Bagert, 1994, Corbett and Myers, 1996, Gilnert and Tanimoto, 1984, Green, 2000, Modugno et al, 1996).

Errors have been always been a source of frustration for novice programmers and as such are something that can be targeted when creating an environment for novices. When Seymour Papert designed LOGO he incorporated a shift in the paradigm for dealing with errors. Previously, errors were always indicated using a message which identified it as
being from a set of standard errors occurring at a given line in a program. The responsibility for the fault was then handed over to the programmer. Logo reports errors with a message such as “Logo doesn't know how to ……” This seeks to place the burden of error on the computer rather than the user. Andrew Ko, as part of “Project Marmalade” at Carnegie Mellon University, identified six types of learning barrier to successful programming (Ko et al, 2004). As part of this study the researchers developed an interesting process for dealing with programming errors. “A significant proportion of the errors are ultimately caused by a vicious cycle of assumptions” (Ko, 2004, http://www-2.cs.cmu.edu/~NatProg/marm-whyline.html). When a program failed, a programmer could ask direct questions about the error and receive an answer presented as a visualisation of the error, accompanied by an explanation. The researchers’ aim was to stimulate programmers to actively examine their error and relate that error to its cause. The objective was to encourage the programmer to take an active role in understanding program failure instead of passively receiving an error notification and then trying random solutions which might well end up confusing the programmer even further (Ko, 2004).

The Focus of this Study

The objective of this project was to produce pre-defined classes which would be used to introduce and facilitate the underlying concepts of the Java language. This approach has been used successfully at undergraduate level using the Karel Robot artifact (Becker, 2001, Buck and Stucki, 2001). The approach does require an understanding of the object-oriented paradigm on the part of the teacher. It is also preferable to introduce important object-oriented concepts such as instantiation of objects, invocation of methods and extension of classes from the beginning of teaching (Clark et al, 1998, Duke et al, 2000, Becker, 2001, Nevison and Wells, 2004). Becker suggests that the procedural paradigm approach results in a need for a paradigm shift after the introduction of the traditional concepts of selection, iteration and procedural decomposition. Becker further suggests that the traditional procedural approach results in missed opportunities. “Why should students be summing numbers when they could be doing more interesting things which are pedagogically just as valid?” (Becker, pp 53, 2001). Becker emphasizes that the use of the Karel Robot artifact is not perfect but “The result has been a course that is fun for both
students and instructors, and where students understand the fundamental concepts early, allowing them to approach advanced topics with confidence” (Becker, pp 54, 2001). Other researchers suggest that, having accepted the object-oriented paradigm, it is important to introduce fundamentals in an enjoyable and exciting way (Duke et al, 2000). Duke et al stress the importance of providing a novice with the opportunity to experiment in an interactive programming environment. Their course is designed such that lectures, tutorials, programming and assessment are based around a set of “over 160 carefully crafted programming problems” (Duke et al, pp 80, 2000) Other researchers have looked at student difficulties and concluded that students preferred practical programming through assignments and tutorial assistance. This was more effective than lectures or laboratory sessions (Madden and Chambers, 2002).

Many teachers are reluctant to drop the procedural paradigm. This problem is well documented (Ross and Zhang, 1997, Van Roy et al, 2003, Halland and Malan, 2003). The aim of this project was to reduce the difficulties faced by students dealing with syntax and programming concepts in the early stages of learning to program and also to stimulate teachers to come to grips with Java programming concepts. The classes used draw on familiar ideas but with some innovation and effort users can produce interesting, valuable and enjoyable projects which extend and improve their facility in Java programming. The possibilities of these strategies have been looked at by numerous researchers (Becker, 2004, Buck and Stucki 2001, Calloni and Bagert, 1994, Gilnert and Tanimoto, 1984, Lister, 2004, Nevison and Wells, 2004, Zhu and Zhou, 2003).

Strategy 1 uses the idea of a Logo-like turtle (implemented as the Tortoise class. The primary objective was to introduce the concept of inheritance and explaining it to students. This inductive approach has been suggested by other researchers (Kluit et al, 1998, Zhu and Zhou, 2003). A teacher from the Pascal tradition might also benefit from having to evolve explanations to show children how to use the Tortoise class.

2000, Weissinger et al, 2001, Wolz, 2002). Turtle Graphics goes back to the seventies when Seymour Papert of MIT’s Artificial Intelligence Laboratory invented it as an aid for beginner programmers in Logo (Papert, 1980). His objectives were somewhat different then but the style of turtle graphics is very useful in dealing with young programmers. The focus in using an artifact moves the user’s attention to problem solving using common sense and personal experience in a structured way. Papert described it as a “constructed computational object-to-think-with” (Papert, pp 11, 1980).

In considering the design of the Tortoise class and its methods several goals were kept in mind:

1. The need for assimilation of syntax was kept to a minimum. The essence of the original Java syntax was retained but selected functions were performed automatically with no input from the programmer.

   For example, a student has to use standard Java syntax to instantiate a tortoise but the tortoise constructor creates frames, adds components and draws backgrounds with no intervention from the user.

2. Students were to be sensitized to the idea that increased complexity provided increased functionality. A number of constructors were provided which allowed the student to combine single operations

   For example, to begin with the user might instantiate a turtle and invoke separate methods to turn it, hide the trail and move it a given number of positions to start a pattern drawing from a different place. The alternative constructor with parameters allows this to be accomplished in one line.

3. A repetitive pattern first requires the student to identify pattern. Methods which incorporated the use of loops were deliberately not provided.
For example, activities which were deliberately repetitive and quite arduous were chosen so that students might ask if there was not an easier way to perform the task. It was possible that syntax such as that for loops would cause no concern for novices. Convenient methods could have been provided to do such things as drawing specific shapes but this was deliberately omitted so that students might construct their own.

4. Willingness to experiment may be related to goal directedness (Papert, 1980). Information on available methods was initially withheld. The “hidden” functionality of Java should be associated with curiosity, usefulness and excitement rather than frustration, stonewalling and irritation. By the time the students need more adaptability they should be prepared to try a little harder to make a program work.

For example, the grid size could be altered (meaning the size of the blocks making up the grid). The default grid blocks were deliberately made to be slightly too small. The number of rows and columns in the grid could also be increased. The default constructor deliberately provided quite a small grid. A larger grid provided the opportunity for bigger, more complex patterns to be drawn.

5. Students were introduced to the Java technique of assigning variables a value from a method’s returned value. This was done in as natural a way as possible. This portion of the program’s functionality has great potential for directing students in their move away from “easy” syntax to raw Java. This section is more suitable for more experienced students and was not tested in the study. An “age” attribute was introduced to start this process.

It became clear as development of the program progressed that a whole teaching methodology could be developed to guide students and teachers through a productive and interesting introduction to Java programming. This has been explored by other researchers (Duke et al, 2000). Papert suggested that there was a measure of dishonesty in teaching that was masquerading as a game. Teaching is always concerned with finding ways of developing basic concepts and preparing the ground for easy assimilation of difficult
concepts at a later stage. If games are productive and useful in this process then the argument surrounding games and serious teaching, which Papert emphasized, is irrelevant (Papert 1998).

Strategy 2 uses a simplified standard text class to reduce the difficulty of input and output. One of the strengths of Pascal in the early stages of learning to program was its capacity to lead the student to write simple programs where a user could interact with the program. It is beneficial to a novice programmer to get quick positive feedback (Barnes, 2002, Becker, 2001, Bruce, 2001, Gilnert and Tanimoto, 1984, Papert, 1998, Sangwan et al, 1998). In considering what presents the problems for new programmers, especially those students who do not have any sort of natural affinity for the language, there is an attraction to the idea that novices in the High School could start with a set of standard methods which had high usability but which still retained the essence of the Java methodology. From my experience in teaching I have seen that the main difficulty for beginners in the earliest stages lies in what they view as obscure syntax. Many novices are initially obstructed by an overload of information (Proulx, 2000). While they are struggling with the abstract concepts of the language they become discouraged by the necessity to learn a language syntax which uses unfamiliar words in a complex environment. A number of researchers have considered the causes of novice programmers' failure (Jenkins, 2002, Jones, Boyle and Rickard, 2002, Matthiasdottir, 2004). Bruce Eckel in the introduction to Entsminger's book, "The Tao of Objects", suggests that novice programmers experience difficulty in establishing a perception of what it is they are learning (Entsminger, 1995). Although many authors promote the idea of the relationship of objects to everyday life the "naturalness of object-oriented programming" (Davies, pp 61, 2000) is not accepted without argument (Davies, 2000, Ross and Zhang, 1997). Teachers who are familiar with Pascal tend to be constrained by the procedural paradigm and find the Java syntax awkward (Halland and Malan, 2003, Ross and Zhang, 1997, Wolz and Koffman, 1999). This tends to stifle their ability to simplify the language syntax for their students. It would seem reasonable to assume that any class that promotes the easy and intuitive use of object-oriented syntax must be of benefit to these teachers.
One does not want to remove the syntax entirely because the introductory class should be designed to become redundant and not remain as a permanent crutch. Each utility should be explained at a later stage of teaching and used to facilitate the crossover to the original syntax as soon as is feasible. There is also a danger of moving away from the flexibility of Java into an entirely proprietary class that does the same thing as existing Java classes, but not as well and with inevitable bugs. The "Please" class was designed to be a temporary buffer for novices and the redundancy of the class should be made clear to those novices as they gain confidence in using the standard Java classes.

By the very nature of the learning process, especially with regard to the successful assimilation of concepts, observations and testing would have to be done over a period involving much of a school year. The most obvious test would be to look at results of students sitting the same exam at the end of the year and compare results of the trial group with those of the traditionally taught group. This was not possible within the timeframe of this project. There was also the possibility that using an unsuccessful approach (with a control group) would lead to criticism from parents that their children were not being taught properly. The tests documented in this report thus provide only preliminary data.

"Before" and "after" tests were administered to establish if any change in understanding occurred. Almost all of the students involved in this study had no exposure to programming of any sort. Teaching was deliberately controlled and kept to a minimum. The Ready IDE from Holt Software was used throughout the study by the students when creating programs. Certain information was not volunteered in order to see if the students picked up conceptual facts by applying the methods in a purely practical way. Students in this study have access to computers at home, are both male and female and have a wide range of ability in the school subjects that they study.

Two questionnaires were administered, one at the start of the course of study and the other at the conclusion of the course of study. "In experiments designed to study rates of learning as a function of treatment effects, repeated measures on the same subject are a

---

2 Please see Appendix G for full details.
necessary part of the design" (Winer, pp 300, 1962). After discussion with the University of Cape Town Statistics Department it was decided that contingency tables should be used to summarize the results of the questionnaires. McNemar's test for correlated proportions was used to calculate significance on the pair of dependent observations. This test provides data on whether or not a change in performance occurred as a result of the teaching. The amount of the change has to be judged by looking at data as a whole. "Assessment of the magnitude of the difference must allude to the remainder of the data" (Armitage and Berry, pp 126, 1994). In McNemar's test a student acts as their own control (Lee, 2004, Siegel and Castellan, 1988). The null hypothesis ($H_0$) was that no change in performance occurred. This was tested with reference to the Chi Squared distribution at the 95% level with one degree of freedom (Conover, 1971, Siegel and Castellan, 1988). For very small frequencies, that is less than 5, the binomial test can be used (Siegel and Castellan, pp 79, 1988).
Thesis Statement

Observations

Programming behaviour and habits are heavily affected by the first contact that a student has with any programming language, especially if students have little or no prior involvement with problem solving in a computer environment (Ross and Zhang, 1997, Van Roy et al, 2003, Halland and Malan, 2003).

Some students are confused by programming syntax, to the extent that they lose attention and focus. The foundational phase of learning to program is when the student should gradually become familiar with the object oriented paradigm. For some students the important abstract concepts become obfuscated by superficial syntactical problems. They become immersed in the terminology and fail to move on to engage with the more important aspects of learning a computer language. This prevents some students from becoming competent programmers and considerably slows down the progress of others (Halland and Malan, 2003, Ross and Zhang, 1997, Wolz and Koffman, 1999).

Students become frustrated by activities which they feel ought to be simple but which, in their view, require an inordinate amount of effort to produce a program (Barnes, 2002, Becker, 2001, Bruce, 2001, Gilnert and Tanimoto, 1984, Papert, 1998, Sangwan et al, 1998).

My previous experience of teaching students to program has shown that the following types of behaviour may occur, resulting in students reaching a point where they no longer show improvement:

(i) Some students may be using the Tortoise class as they would a game and may remain at the level that they regard as fun and view the complex syntax as undesirable.

(ii) Some students may use the Tortoise class with the rules they have been given and will not seek to extend capability or refine their use of language constructs. (For example, the introduction of a loop in the early stages). This may mean that the
activities are of little use to some students. They may not be capable of overcoming the difficulties inherent in programming in Java.

(iii) The assisting classes may well help in the early stages but it is important that any class which has hidden, underlying Java standard classes are dropped at a suitable stage. Some of these classes may be counter-productive in that some students may continue to include them in programs long after their usefulness has ended.

(iv) Students are demotivated by the number and frequency of errors and by the technical jargon that they observe when an error occurs. Many High School students who are failing in school tend to have a negative self-image (Alpay, 2001, Huitt, 1998, Sánchez and Roda, 2002). Students placed in a stressful situation where they are not succeeding often resort to non-productive and negative behaviour. This situation may be improved or the erosion of confidence may be delayed by providing less threatening error messages.

Objectives

The overall objective of the assistant classes is to gradually introduce the Java syntax. This is done by using two different classes.

The Tortoise class provides an enjoyable introductory experience and uses Java syntax in a concealed fashion. The student becomes familiar with syntax in an informal setting. Concentration is directed towards producing a graphical output using skills that they already possess and this relies heavily on their common sense to use the restricted set of methods innovatively. The Tortoise class may be useful in introducing concepts such as inheritance and threads.

The Please class has been set up to make input seem easy by using static methods that are named to resemble English phrases. As students gain confidence they should be encouraged to drop the use of the proprietary classes and explore the standard Java syntax. By the stage when they are more familiar with programming in general they may appreciate and accept the adaptability involved in the “raw” Java syntax.
**Hypotheses**

The hypotheses to be tested in this study are:

1. By simplifying the interaction with the complexities of the Java programming language in the early stages of the learning experience we can facilitate concept learning in novice programmers.

2. By providing simple problems using an additional artifact (the tortoise) we can improve students' problem solving skills when using a programming language.
Chapter 1 - The Tortoise program

1.1 The Tortoise Class

The overall aim of the Tortoise class was to make the program simple to use for the Grade 9 students.

The Tortoise class in this study offers the following functionality:

1. A tortoise artifact is represented by an image in JPEG format (see Section 1.2).
2. The default constructor produces a tortoise at the top left corner of a rectangular grid made up of twelve horizontal and twelve vertical lines (see Section 1.4.1).
3. A slider bar is displayed above the grid and can be used to increase or decrease the speed at which the tortoise moves.
4. An object can also be instantiated using a choice of three parameterized constructors which change the number of rows and columns in the grid, the size of the grid as it appears on the screen or both.
5. Several tortoise objects can be instantiated to appear on the same grid. This is implemented in the program using the Grid class (see Section 1.4.2).
6. The tortoise can turn in eight directions (Compass points N, E, W, S, NE, SE, SW and NW).
7. A tortoise can leave a trail of its path as it moves or move to a new position with no trail left behind. The grid is made up of distinct blocks which are either in the background colour or the colour of the trail.
8. A tortoise can jump to a given position on the grid using the parameterized “setPosition()” method.
9. A tortoise has an attached screen label which the student can display using the “says()” method (see Section 1.4.5).
10. A tortoise has an “age” attribute which the student can access using the “getAge()” method or change using the “setAge()” method (see Section 1.4.5).

For full program listings please see Appendix A. For Javadoc HTML documentation see Appendix B.
11. When a tortoise reaches the edge of the grid in any direction the student is informed of this using a pop-up message (see Section 1.4.3).

12. Several objects can move at the same time on the same grid but this requires explicit implementation of threads in the program created by the user (see Section 1.4.2).

1.2 Program Design

The program, which eventually developed in three phases, was peculiar in that it was a utility that was used as a resource by students to construct their own programs. The Tortoise class was made up of a number of constructors and mainly void class methods which provided the functionality of the Tortoise. The general look of the screen and what the user could access as a result of his/her programming was considered initially. Planning involved deciding on what was going to be made available to the user. Before settling on an approach a number of options with regard to the Tortoise itself were looked at. A number of existing Turtle code sources were looked at (Braught, 2003, Devamakonda, 2003, Eckert, 2001, Gibbons, 2001, Grieser, 2002, Khalil, 2002, Kono, 2000, Lambert and Osborne, 2003, Oelschlegel, 2003, Proulx and Rasala, 2002, Ventura, 2000, Weissinger et al. 2001, Wolz, 2002). Exploratory code was written to look at drawing the Tortoise as a polygon and then rotating it to move realistically in different directions (sample code trial runs shown below).

![Sample polygonal tortoises](image-url)
Most turtle programs work with a grid drawn on the screen. Some applications require the user to design and implement this background as a separate entity (Eckert, 2001, Khalil, 2002, Rinkens and Windhorst, 2003). The Tortoise grid in this project appears automatically when an object is instantiated. Students focus only on the Tortoise and its movement. In many programs the turtle trail is drawn on the lines of the grid and a turtle can move in any direction, defined usually as a bearing from North (Eckert, 2001, Gibbons, 2001, Grieser, 2002, Khalil, 2002, Rinkens and Windhorst, 2003). Papert's original focus in utilizing the turtle was to improve geometry skills. Papert described the environment as "a microworld, a ‘place’ where certain kinds of mathematical thinking could hatch and grow with particular ease" (Papert, pp125, 1980). Logo syntax was deliberately designed to be as simple as possible and the Logo turtle moved to produce in lines with given length and direction. The Tortoise in this study was designed to move into squares one at a time using a background of grid lines to emphasize that movement. An attempt was made to change the focus from drawing whole lines to making individual movements associated to programming statements. The language syntax of the Java "object to think with" (Papert, pp 11, 1980) is less user friendly than the Logo equivalent. The Tortoise is used to motivate students to use that syntax. Tortoise movement is restricted to up, down, left, right and diagonal directions. The use of North, East, West, South, Northeast, Northwest, Southeast and Southwest is a straightforward approach for this age group. Feedback from students may suggest a change to complete control of direction and a decision to define direction as a bearing would also mean a completely different approach to the programming. The Tortoise trail is implemented as a series of grid blocks filled with colour. The display has been simplified to focus attention on the individual movements which occur as a result of invoking a method in the program. An image is used for the tortoise (or whatever creature one wanted) instead of filling a polygon for the reasons shown below.

The polygonal shape is shown as an aerial view:

Figure 2 Tortoise polygon
whereas clipart tends to be a side view:

Tortoise images, one for each direction:

![Tortoise images](image)

Figure 4 Tortoise directions

This approach also allows simple scaling of the image to match the screen display when grid sizes and block sizes are changed (See section 1.4.1 pp.19).

The original design of the Tortoise involved one class which provided a number of methods that the user could invoke to perform various actions on the screen. The first instantiation of the Tortoise automatically provided the frame for the user. It was decided at an early stage that the user would not be involved with anything other than the creation of a Tortoise. The user would not have to specifically provide code to create a background, unlike other programs (Jones, 2003). As the program developed it became clear that instantiation of more than one tortoise would be a distinct advantage. All new Tortoise instances would share the same screen frame. The Grid class was then developed and some of the attributes and methods in the original Tortoise class were transferred into the Grid class.
1.3 Class Diagrams

First Tortoise version

```java
public class Tortoise {
    // Fields
    private int age;
    private int bearing;
    private Color bgGrdColour;
    private Image clipPartImage;
    private Color gridColour;
    private int gridHeight;
    private int gridWidth;
    private int imgSize;
    private Image messImage;
    private Image mouImage;
    private Color pathColour;
    private boolean penOn;
    private int rowsAndCols;
    private boolean showRect;
    private int speedValue;
    private String label;
    private boolean toroidal;
    private int winSize;
    private int x;
    private int y;

    // Constructor
    public Tortoise() {
    }
    public Tortoise(int age) {
    }
    public Tortoise(boolean penOn) {
    }
    public Tortoise(int integer) {
    }
    public Tortoise(int integer, int integer) {
    }
    public Tortoise(string string) {
    }
    public int getAge() {
    }
    public String getLabel() {
    }
    public void cleanUp() {
    }
    public void faceEast() {
    }
    public void faceNorth() {
    }
    public void faceNorthEast() {
    }
    public void faceNorthWest() {
    }
    public void faceSouth() {
    }
    public void faceSouthEast() {
    }
    public void faceSouthWest() {
    }
    public void faceWest() {
    }
    public void goTo(int integer, int integer) {
    }
    public void move() {
    }
    public void paint(Graphics graphics) {
    }
    public void pathOff() {
    }
    public void pathOn() {
    }
    public void says(String string) {
    }
    public void setPathColour(Color color) {
    }
    public void slowdown(int integer) {
    }
    public void turn() {
    }
}
```
Tortoise second version, incorporating the Grid class

The original single Tortoise class was replaced by the Tortoise and Grid classes. Functionality was enhanced to allow for several objects to share the same grid.

<table>
<thead>
<tr>
<th>Tortoise</th>
<th>Grid</th>
</tr>
</thead>
<tbody>
<tr>
<td>- bearing : integer</td>
<td>- bggridColour : integer</td>
</tr>
<tr>
<td>- clipartImage : Image</td>
<td>- cleanup()</td>
</tr>
<tr>
<td>- grid : Grid</td>
<td>- gridColour : color</td>
</tr>
<tr>
<td>- imgname : string</td>
<td>- gridWidth : integer</td>
</tr>
<tr>
<td>- messagelmage : image</td>
<td>- gridHeight : integer</td>
</tr>
<tr>
<td>- ouchImage : image</td>
<td>- imgSize : integer</td>
</tr>
<tr>
<td>- penOn; boolean</td>
<td>- numTortoises : integer</td>
</tr>
<tr>
<td>- label : string</td>
<td>- pathColour : color</td>
</tr>
<tr>
<td>- toroidal : boolean</td>
<td>- rowsAndCols : integer</td>
</tr>
<tr>
<td>- windowSize : integer</td>
<td>- showRect()[i] : boolean[i]</td>
</tr>
<tr>
<td>- x : integer</td>
<td>- speedValue : integer</td>
</tr>
<tr>
<td>- y : integer</td>
<td>- tortoise[] : Tortoise[]</td>
</tr>
<tr>
<td>+ getAge() : integer</td>
<td>- windowSize : Integer</td>
</tr>
<tr>
<td>+ showInfo() : string</td>
<td>- Grid (integer, integer)</td>
</tr>
<tr>
<td>- Tortoise()</td>
<td>- Grid()</td>
</tr>
<tr>
<td>- Tortoise(boolean)</td>
<td>- addTortoise(Tortoise)</td>
</tr>
<tr>
<td>- Tortoise(integer)</td>
<td>- paint(graphics)</td>
</tr>
<tr>
<td>- Tortoise(integer, integer)</td>
<td>- setPathColour(color)</td>
</tr>
<tr>
<td>- Tortoise(string)</td>
<td></td>
</tr>
<tr>
<td>- agels(integer)</td>
<td></td>
</tr>
<tr>
<td>- cleanup()</td>
<td></td>
</tr>
<tr>
<td>- draw(graphics)</td>
<td></td>
</tr>
<tr>
<td>- faceEast()</td>
<td></td>
</tr>
<tr>
<td>- faceNorth()</td>
<td></td>
</tr>
<tr>
<td>- faceNorthEast()</td>
<td></td>
</tr>
<tr>
<td>- faceNorthWest()</td>
<td></td>
</tr>
<tr>
<td>- faceSouth()</td>
<td></td>
</tr>
<tr>
<td>- faceSouthEast()</td>
<td></td>
</tr>
<tr>
<td>- faceSouthWest()</td>
<td></td>
</tr>
<tr>
<td>- faceWest()</td>
<td></td>
</tr>
<tr>
<td>- goTo(integer, integer)</td>
<td></td>
</tr>
<tr>
<td>- move()</td>
<td></td>
</tr>
<tr>
<td>- pathOff()</td>
<td></td>
</tr>
<tr>
<td>- pathOn()</td>
<td></td>
</tr>
<tr>
<td>- says(string)</td>
<td></td>
</tr>
<tr>
<td>- setPathColour(color)</td>
<td></td>
</tr>
<tr>
<td>- slowdown(integer)</td>
<td></td>
</tr>
<tr>
<td>- turn()</td>
<td></td>
</tr>
</tbody>
</table>
1.4 Methods

1.4.1 The Paint() Method

The paint() method (in the Grid class) constructed the screen as a series of squares. A 2D array of Booleans was used to store the status of each square and alter the colour if the tortoise's trail was required. The following are some examples using the various constructors and showing simple trails.

Example using the default constructor

```java
public class Tortoisetry
{
    public static void main (String [] args)
    {
        Tortoise fred = new Tortoise();
        fred.pathON ();
        fred.setPositon (6, 8);
        fred.faceNorth();
        for (int i = 0; i < 5; i++)
        {
            fred.move ();
        }
    } // main method
} // Tortoisetry class
```

![Figure 5 Basic example of Tortoise](image)

First constructor, no parameters

The default position is (0,0)
Example using a constructor with size parameter

This constructor provides a bigger grid but with the same number of rows and columns as the default constructor.

```java
public class Tortoisetry
{
    public static void main (String [] args)
    {
        Tortoise Ted - new Tortoise (45);
        Ted.pathON ();
        fred.setPosition (6, 8);
        fred.faceNorth();
        for (int i = 0; i < 5; i++)
        {
            fred.move ();
        }
    } // main method
} // Tortoisetry class
```

Constructor with scale parameter

Figure 6: Scaled up tortoise display
Example using a constructor with scale and grid size parameters

This allowed a bigger grid with a stipulated number of rows and columns.

```java
import java.awt.*;
public class Tortoicetry {
    public static void main(String [] args)
    {
        Tortoise Ted = new Tortoise (50, 10); // Scale and rows and columns parameter
        Ted.pathOn ();
        Ted.setPosition (1, 1);
        Ted.faccEast ();
        for (int j = 0; j < 2; j++)
        {
            for (int i = 0; i < 3; i++)
            {
                Ted.move ();
            }
            Ted.turn ();
            for (int i = 0; i < 6; i++)
            {
                Ted.move ();
            }
            Ted.turn ();
        }
    } // main method
} // Tortoicetry class
```

Figure 7 Sealed up version with different number of rows
1.4.2 The Grid class

This was used to enable two or more tortoises to appear on the same frame, which enhances the functionality of the program considerably. The default frame is created by the first Tortoise constructor. There are a number of constructors to match the Tortoise call for a scaled up display or an increase in the number of rows and columns in the grid. Each time a constructor is called it checks to see if an instance of the Grid class exists. If no memory address has been assigned then a new Grid object is instantiated. Subsequent tortoises then use this instance of Grid and a count of current tortoises is kept. The appropriate draw() method belonging to that particular instance of Tortoise can then be invoked by the Grid object's paint() method (Sec Appendix A).

Example using 3 Tortoises

```java
public class Tortoise {
    public static void main (String [] args) {
        // Tortoise Tom = new Tortoise (35, 20);
        // Tortoise Dick = new Tortoise ();
        // Tortoise Harry = new Tortoise ();
        Tom.pathOn ();
        Dick.pathOn ();
        Harry.pathOff ();
        Tom.goTo (1, 1);
        Dick.goTo (6, 1);
        Harry.goTo (4, 4);
        Tom.faceEast ();
        Dick.faceEast ();
        for (int i = 0; i < 7; i++) {
            for (int j = 0; j < 2; j++) {
                Tom.move ();
                Dick.move ();
                Harry.move ();
                Harry.says ("Counting " + i);
            }
            Tom.turn ();
            Dick.turn ();
            Harry.turn ();
        }
        Tom.turn ();
        Dick.turn ();
        Harry.turn ();
    }
    // main method
    } // Tortoise class

Figure 8 More than one tortoise
```
This is a very important aspect of the program, especially for Computer Studies students. It allows the development of programs which can involve methods created by students. They can then extend the existing classes and incorporate their own methods. Tortoises are not automatically identified as different. It is left to the student to differentiate them by using a label. The concept of Threads can then be developed in a meaningful way. Having more than one Tortoise on the screen allows students to observe if the tortoises were moving at the same time or one after the other. The question "Can I get the tortoises to move at the same time?" arose from one Computer Studies student's experimentation. This provided an opportunity to introduce the idea of threads in an immediate meaningful way. An example is shown below.

```
public class Tortoisetry
{
    public static void main (String [] args)
    {
        SmartTortoiseUsingThreads1 tom = new SmartTortoiseUsingThreads1 ();
        SmartTortoiseUsingThreads1 dick = new SmartTortoiseUsingThreads1 ();
        Thread tortThread = new Thread (tom);
        Thread dicksThread = new Thread (dick);
        tom.goTo (6, 3);
        dick.goTo (12, 8);
        tortThread.start ();
        dicksThread.start ();
    }
}
```

Figure 9 Tortoise using Threads
import Tortoise;
public class SmartTortoise extends Tortoise {
    public SmartTortoise()
    {
        super(35, 20);
    }

    // Additional method to make a diamond
    public void makeDiamond()
    {
        this.pathOn();
        this.faceSouthEast();
        for (int i = 0; i < 4; i++)
        {
            for (int j = 0; j < 4; j++)
            {
                this.move();
                this.turn();
            }
        }
    }
}

// Enabling Threads
import Tortoise;
public class SmartTortoiseUsingThreads extends SmartTortoise implements Runnable
{
    public SmartTortoiseUsingThreads()
    {
        super();
    }

    public void run()
    {
        this.makeDiamond();
    }
}
1.4.3 Movement Methods

Movement methods were in two categories. The first methods provided simple movement and turning. The other methods required more precise instructions from the user.

Simple:

move() - moves one square in the current direction

\[ \text{turn()} - \text{turns clockwise 90° from current direction} \]

A method for moving ahead for a given number of squares was not provided. This method would simply have repeated the move() method for a given number of times. This was seen as an opportunity to force the student to use a loop. In their terms this would probably amount to avoidance of repetitive behaviour but discussion of this facility (or lack thereof) could be used to modify students’ thinking in analyzing problems to highlight that feature of problem solving. It could be used to point out clearly that one continuously comes across problems where identification of repeated activities is crucial.

A set of methods is provided to set the direction:

- faceNorth(), faceSouth(), faceEast(), faceWest()
- faceNorthEast(), faceNorthWest(), faceSouthWest(), faceSouthEast()

Direction is controlled as an attribute: for example: \[ \text{char bearing = 'E'}; \]

<table>
<thead>
<tr>
<th>Cardinal</th>
<th>Half Cardinal</th>
</tr>
</thead>
<tbody>
<tr>
<td>E  East (right of the screen)</td>
<td>e  NorthEast (45° up and to the right)</td>
</tr>
<tr>
<td>S  South</td>
<td>s  SouthEast</td>
</tr>
<tr>
<td>W  West</td>
<td>w  SouthWest</td>
</tr>
<tr>
<td>N  North</td>
<td>n  NorthWest</td>
</tr>
</tbody>
</table>

(None of these parameters are explicitly accessed by the user. They are altered internally when the user calls a method such as faceNorthEast())
Tortoise movement could have been designed to be toroidal or to indicate that the grid had been exited when a user exceeded the grid size. At the level at which classes worked for this trial it was not of any consequence. The choice of both was built into the program and defaulted to not being able to wrap around the grid. In addition it was decided not to halt the program when this occurred. When the Tortoise hits an edge, it displays the message “Ouch” (in a bubble), and a friendly message to the effect that it has banged its head on the edge, and then carries on drawing at that point. So, if movement were in a loop then the remainder of the loop would result in a continual banging of heads. This was a light-hearted way to deal with this issue for young students. This was handled in the draw() method in the Tortoise class.

1.4.4 Miscellaneous Methods

The cleanup() method was provided mainly to stimulate sequencing of activities. For example, the tortoise could draw a pattern, then remove it and go on to draw something else. The method also served to initialize the grid cleanly.

The says() method allowed a label to be attached to the tortoise.

Figure 10 Overstepping the grid boundary

Figure 11 The “says” method
The pathOn() and pathOff() methods allowed the student to display a tortoise trail, identical to the logo idea of penUp and penDown.

The goTo() method was used to jump to a given position on the grid.

The slowdown() method was used to cause a delay. This was linked to the JSlider to allow the tortoise display to be speeded up or slowed down. Sometimes the display was flashy. The delaying method also improved the visual effect when placed at suitable points in the program (For example Tortoise.java Line 136). This is an issue involving the processing of images and update of display.

The getAge() and ageIs() methods associated to the age attribute were the beginnings of a set of methods which can be used to introduce the concept of attributes and how to access them.

1.4.5 Students' Work

Some examples of students' work are shown on the following pages. These were collected as lessons progressed and the order of the examples shown is roughly chronological. Due to normal school timetable commitments (such as holidays and cultural events in school), some classes attended lessons over a much longer period than others, sometimes with significant gaps between the lessons. For this reason the level of skill displayed does not follow a pattern in these examples. In the short period available many students only managed to complete one or two projects. With hindsight I would have tried to allocate a much longer period of time to this study and chosen a quiet time of the school year. I would then have taken samples of programs and the output produced by certain students over the entire period of the study in order to compare and contrast them.

The initial lessons involved students first completing a simple square shape. They were then asked to try to create their own work and were given a minimum of instruction and no
suggestions. The more creative students experimented and produced some very interesting shapes immediately. Many of these were then copied by the less able students. A small number of students started to produce much more complicated shapes and wanted to know if there was a quicker way of producing the same result. These students were receptive to learning to use more complicated syntax. Most students started out with relatively simple shapes but did use larger grids right from the start of their experimentation, for example, Figures 16, 19, 22, and 25. Some students used the uncoloured squares to create the pattern, for example, Figure 14. Most students were focused on producing patterns but as the lessons progressed some students started to use labels, for example, Figures 26 – 29. Many of the shapes did not lend themselves to the use of timesaving structures (loops), for example, Figures 15, 20, 23, 24, 25-31, 33, 34 38, 40. A small number of students did incorporate loops, for example, Figures 16, 17, 19, 41 (Figures 16 and 19 were revised by the students to incorporate loops. Figure 19 was done by a Computer Studies student). Towards the end of the period of instruction some students began to experiment with more than one Tortoise instantiation, for example, Figures 36, 39, 40, 43 and 45.

There were few, if any, completely random patterns. One might have expected this if students focused on programming statements to produce output. Students seemed to have a pattern or familiar shape in mind and then concentrated on achieving that end. Papert gave a number of examples which had been created by students but these quite often involved shapes and patterns which were suitable for creation by repeating turtle movements (Papert, 1980). Perhaps the children in his study were encouraged to look for repeatable activities or perhaps the children in this study had not reached a stage where they were comfortable with placing code in loops.
Chapter 2 ThePlease Class

The Please class is designed to simplify input for the novice programmer. The question of how to introduce programming to novices is one that comes up again and again. Seymour Papert's view is that learning is much more to do with the individual's experience than the structure of teaching or what the teacher says. He refers to it as "learning without being taught" (Papert, pp7, 1980). However, it is crucial that a novice can progress in programming without the continual frustration caused by inherent problems of the language. To this end a number of authors have considered the suitability of Java as a first programming language (Biddle and Tempero, 1998. Fleury, 2001. Grissom, 2000. Hosch, 1996, Jenkins, 2002, King, 1997, Lea, 1996, Madden et al, 2002, Matthiasdottir, 2004, Miller et al, 1994, Mostrim and Carr, 1997, Proulx and Rasala, 2004, Ramalingham and Wiedenbeck, 1997, Roberts, 2001, Wolz and Koffman, 1999). "While Java has much to recommend it as a language for advanced students, the standard implementation—which includes the various libraries in the Java Development Kit provided by Sun—forces introductory students to assimilate too much information too fast, making it difficult for many students to understand the critical conceptual issues involved in programming and algorithmic design" (Roberts, pp 1, 2001). Roberts then goes on to discuss the response of SIGCSE members in 2000 to a question regarding novice programmers (also discussed in Grissom, 2000, Proulx and Rasala, 2004). Many of the responses advocated the creation of a set of classes to circumvent the difficulties that novices met early on in their learning of the language. Interactivity is attractive to novices (Wolz and Koffman, 1999) but one of the first things that causes problems for novice Java programmers is the difficulty in creating a program which contains input from the keyboard. For example, the conceptual background needed to input an integer is significant. Typical code, taken from an introductory high school course textbook, is shown below (Wilcock et al, pp 45, 2002):

```java
BufferedReader stdin = new BufferedReader(new InputStreamReader(System.in));
int value;
while (true)
{
    try
    {
        String valueString = stdin.readLine();
    }
    catch (IOException e)
    {
        System.out.println("IOException: " + e.getMessage());
    }
    try
    {
        value = Integer.parseInt(valueString);
    }
    catch (NumberFormatException e)
    {
        System.out.println("NumberFormatException: " + e.getMessage());
    }
}
```

*Special Interest Group on Computer Science Education*
value = Integer.parseInt (valueString);
break;
} catch (NumberFormatException e) {
    System.out.println ("Not a valid integer:" + valueString);
} catch (IOException e) {
    System.out.println ("I/O error while reading from standard input");
    System.exit (0);
}

Some of the concepts in this example that novices find difficult include the loop, the boolean value, the wrapper class and exception handling. Grissom suggests that there are four approaches to introducing Java input and output — text only, text followed by GUI, GUI from the outset or almost no input/output code generated by students (Grissom, 2000). Within the context of text only input and output Grissom argues that although it might be challenging, the use of standard Java classes should be within reach of novices. This may be true of undergraduates but is not necessarily the case for many high school students. A number of educators and authors believe that input in Java is a serious impediment to a novice's progress and have created their own classes in an attempt to deal with this issue (Baldwin, 1999, Becker, 2003, Bishop, 2001, Garside and Mariana, 1987, van der Linden, 1997, Wilcock et al, 2002, Winder and Roberts, 1998, Wolz and Kolffman, 1999). All of these researchers agree that specialist input classes should be used only as a temporary measure. Grissom suggests that the transition from the proprietary class to standard Java classes can be made into a positive teaching experience. "Revealing the design and internal implementation details of a package can be an effective case study" (Grissom, pp 58, 2000). The Please class was created to facilitate the use of a number of useful activities which might cause problems associated to syntax.

2.1 Program Structure

The class was designed to be used by invoking class methods, thereby avoiding the instantiation of an object. The name "Please" was chosen for the class. The class was

5 For a full program listing please see Appendix C. For javadoc HTML documentation see Appendix D.
made up largely of static methods to provide a familiar natural feel to the syntax. For example:

```java
Please.helpme()          - indicates that the user wants assistance
int n = Please.getNumber() - allowed the user to input an integer
```

All primitive types were retained because it is not desirable to provide only one method for many types. One runs the combined risk of having to re-teach students at a later date and of over-simplifying the subject matter to the extent that it loses its significance. Some types (int) were referred to using simple user-friendly method names (getNumber()) and were taught first. More specialist types (long) were left until the programming need arose and were given more Java-like names (getLongInteger()) in order to assist the transition from the easy introductory class to traditional Java syntax. The use of getNumber() allows the student to try a real number but then reports the error with the message “Please try again – getNumber() only gets integers”. This aimed to sensitize students to the existence of different numerical types and the need for exception handling at a later stage.

The class methods were grouped into simple general input of real numbers and integers, with additional methods for specific Java types. For example:

- `Please.getDecimal()`: allows the user to input a double and calls on the Grade 9 high school students’ current mathematical knowledge of integers and real numbers (commonly referred to inaccurately as “whole” numbers and “decimal” numbers).
- `Please.getShortInteger()`: specifies the type to be inputted.
- `Please.getLetter()`: allows the user to input a character. Many students expect only alphabetical characters but this should then be consolidated with a discussion of Unicode characters.
- `Please.getString()`: allows the user to input a string. Once again a full discussion consolidating the use of the “char” primitive type and the “String” class is the aim.
Simplified access to files was provided. For example:

- `Please.showAllFromFile(<Filename>)` opens the file and displays the contents.
- `Please.getAllFromFile(<Filename>)` retrieves a file's contents and places them into an array of strings.
- `Please.makeNewFile(<Filename>)` initializes a `BufferedWriter` to allow access to a file named as a parameter (`String`).

Simplified formatting operations were implemented. For example:

- `Please.tidyUp(<decimal number>, <decimal places>)` specifies number of decimal places. Parameters are the original number (`Double`) and the number of decimal places (`Int`).

- `Please.tidyUp(<decimal number>, <decimal places>, <field width>)` specifies width of the number and number of decimal places. Parameters are the number (`Double`), number of decimal places (`Int`) and the width of the final number made up of the number digits before the decimal point plus one for the point plus the number of digits after the decimal point (`Int`).

- `Please.changePaddingTo(<character>)` allows the user to specify something other than zeroes to use as padding when formatting a decimal number. The parameter is the Unicode character that has been chosen (`Char`).
## 2.2 Please Class Diagram

<table>
<thead>
<tr>
<th>Please</th>
</tr>
</thead>
<tbody>
<tr>
<td>- BR BufferedReader</td>
</tr>
<tr>
<td>- padChar : string</td>
</tr>
<tr>
<td>+ getAllFromFile(string) : string[]</td>
</tr>
<tr>
<td>+ getByte() : byte</td>
</tr>
<tr>
<td>+ getDecimal() : double</td>
</tr>
<tr>
<td>+ getFloat() : float</td>
</tr>
<tr>
<td>+ getLetter() : char</td>
</tr>
<tr>
<td>+ getLongInteger : long</td>
</tr>
<tr>
<td>+ getNumber() : integer</td>
</tr>
<tr>
<td>+ getShortInteger() : short</td>
</tr>
<tr>
<td>+ getString() : string</td>
</tr>
<tr>
<td>+ openFile() : BufferedReader</td>
</tr>
<tr>
<td>+ tidyUp(double, integer) : string</td>
</tr>
<tr>
<td>+ tidyUp(double, integer, integer) : string</td>
</tr>
<tr>
<td>- changePaddingTo(string)</td>
</tr>
<tr>
<td>- helpme()</td>
</tr>
<tr>
<td>- makeNewFile(string : BufferedWriter)</td>
</tr>
<tr>
<td>- showAllFromFile(String)</td>
</tr>
</tbody>
</table>
2.3 Program Design

The String Tokenizer class was used to facilitate input. This allows one to create an instance of the class using the input stream data as a parameter. The inputted data is treated as a line of tokens separated by white space. The hasMoreTokens() method checks for any more data in the input stream and is accessed by invoking the nextToken() method. The white space is one or more spaces or a separator. An additional constructor allows one to specify the separator.

Numerical Input

The general format of the numerical input methods is shown below:

```java
/**
 * Class Method to input an Integer
 *
 * public static int getNumber () throws IOException
 * { try
 *      { StringTokenizer ST = new StringTokenizer (BR.readLine ().trim ());
 *          return Integer.parseInt (ST.nextToken ());
 *      } catch (NumberFormatException nfe)
 *      { System.err.println ("Please try again - getNumber only accepts integers ");
 *      } return 0;
 * }

 Alternative form:

 public static int getNumber () throws IOException
 { try
      { StringTokenizer ST = new StringTokenizer (BR.readLine ().trim ());
          return new Integer (ST.nextToken ().intValue ());
      } catch (NumberFormatException nfe)
      { System.err.println ("Please try again - getNumber only accepts integers");
      } return 0;
 } 
```
return Integer.parseInt(ST.nextToken()) was used to convert the value (on advice from my tutor). The return new Integer(ST.nextToken().intValue()) and associated methods are used by Judith Bishop in the Stream class (Bishop, 2000)

2.4 Method Summary

Numerical input methods

- getNumber() returns an integer
- getLongInteger() returns a long integer
- getShortInteger() returns a short integer
- getByte() returns a byte
- getDecimal() returns a double
- getFloat returns a float

Non-numerical input methods

String and Character input was also catered for:

- getLetter() returns a letter
- getString() returns a string

File handling methods

There are four file handling methods:

- openFile (String filename) returns a BufferedReader
- makeNewFile(String filename) returns a BufferedWriter
- showAllFromFile (String filename) displays the contents of a file
- getAllFromFile (String filename) returns an array of strings (the file contents)

Format methods

There are three formatting methods:
tidyUp(double n, int d) takes a double with a specified number of decimal places and returns a formatted String, if the formatting is sensible.

and the overloaded method:
tidyup (double n, int l, int d) takes a double with a specified number of decimal places and a field width and returns a formatted String, if the formatting is sensible.

ChangePaddingTo(String ch) alters the character to pad the field width.

For example:

double n = 6.12345;
Please.ChangePaddingTo(" ");
System.out.println(Please.tidyup(n,3)+"XXXX");
System.out.println(Please.tidyup(n,8)+"XXXX"); More than the available number of decimal places
System.out.println(Please.tidyup(n,7,3)+"XXXX");
System.out.println(Please.tidyup(n,2,3)+"XXXX"); Field width less than the number of decimal places

which gives the following output:

6.123XXXX
6.12345XXXX inappropriate format ignored
6.123 XXXXX
6.12345XXXXX inappropriate format ignored
2.5 Students' Reaction

Three groups of students were questioned individually during their course of instruction and questioned in classes after the twelve week period of introductory instruction had finished. The evidence presented here is anecdotal and is based on this group's reaction to the introduction of Java using the Please class compared to last year's group who were exposed to the standard classes only. One other class started programming in Pascal in the previous year (This was the last group to use the Pascal language).

The students who used the standard Java classes were difficult to motivate as a group. The capable students within the class were able to successfully defer explanations until a later time in the interests of completing programs but expressed frustration by the pace at which the lessons progressed. This was slow because of the continuous help and reassurance that the less able students required. The more capable students also indicated that having to defer explanations (especially with regard to input) left them feeling unsure of what they were doing even though they accepted the situation. This group of students was then shown the Please class some time after they had been working with Java and indicated that they felt that the simplification would have helped. Most suggested that they would not have felt so helpless. There was an almost unanimous feedback from the class which suggested that they felt a great lack of confidence and a few said they had wanted to give up. There was a concern that things were only going to get more difficult and that they were making no progress. They indicated that anything which would have allowed them to get some positive results would have helped. It is difficult to assess if this was merely wisdom in hindsight but their comments did indicate that their introduction to Java was an uncomfortable experience for many and a stressful experience in some cases. It seems that there was a possibility that the Please class could have helped them to feel less overwhelmed. These remarks were made once the initial exposure to Java had been completed and students were feeling more at ease with many of the concepts but the fact remains that unsolicited comments repeatedly indicated the feelings of inadequacy in dealing with the syntax initially. Many of these students might have had a more pleasant introductory experience by using the assistant class. This observation is mirrored by a number of similar studies which looked at the introduction to programming at the
undergraduate level (Halland and Malan, 2003, Ross and Zhang, 1997, Wolz and Koffman, 1999). There is no claim made here that this contention has been proven but the reaction of the students does indicate that some further investigation into high school novice programmers' experiences would be in order.

Many students at this stage of their education career are focusing for the first time on an important academic goal. This is the year where they commence on a three year course of study culminating in matriculation examinations. From the feedback received from teachers and counselors responsible for pastoral care it is clear that many high school students feel that they are under significant pressure to succeed academically for the first time. Comments from students indicate that many of them feel that programming is a unique experience and represents a novel way of thinking. Many feel unsure of themselves and feel threatened by the number of mistakes that they make. Many of their comments followed a similar theme. There was "so much to remember". "There is a huge amount of new stuff". "You get tired of all the error messages". "I get confused by all the things you have to put into the program". "It takes a while to get used to it". Anything which might reduce this pressure would seem to be academically justifiable.

The Pascal group by comparison was focusing much more on the problems presented. The syntax was much more acceptable in terms of not ending up as the main focus. They commented on the strangeness of the words but conversation moved on to problems associated with variables and the methodology of solving problems. The only parallel to Java was the necessity to use the "uses crt" clause to facilitate clearing of the screen. This elicited some comments such as "I would have liked to know how that worked". Others accepted it as something which should appear in every program and did not question it. The Pascal syntax seemed to be accepted much more quickly than the Java syntax.

The reaction of the Grade 10 Computer Studies students (15 students, all male) to the Please class was mixed. When reviewing their learning experience the majority commented on the amount of new information they had to assimilate. None of them felt that it would have been better to have used the standard java syntax from the beginning. It was better to be gradually exposed to the syntax. They felt more comfortable in
successfully getting a program to compile and execute quickly. The number of errors was once again a concern. Some students commented that the language “looked so strange” and there seemed to be no time to assimilate the ideas because you “had to spend so much time fixing up all those little things”. Some of this group also said that there was “too much information”. The majority also said that it was important to get on to the “real” Java syntax as soon as possible. Once they had become familiar with the various variable types and how and when they were used, they felt that the class should be dropped entirely. Many suggested that the class should be used in tandem with the introduction of native syntax. They also suggested that the Tortoise should be the first thing that should be used. They commented to the effect that it was enjoyable to experiment with the Tortoise class but noted that although some Java syntax was built into it they felt comfortable working with it. They felt that they were forced to deal with syntax, but in a limited way that was easy to cope with. Some suggested that the Please class could follow on from work with the Tortoise class or it could be done at the same time. They unanimously agreed that the timeframe for its use should be limited. Once again this may well have been a case of wisdom in hindsight and some of the comments appear to be contradictory. However, their comments on the introductory phase were more focused on the positive aspects of the assistant class than on the negative aspects of the raw Java syntax. This group seemed much more willing to accept the syntactical problems.

It would seem that the use of assistant classes is beneficial in the short term. Based on the reactions of these groups of students it appears to have something to do with the amount of new information that the students are exposed to. Errors also seem to be a source of concern. The students’ reaction was similar to that reported from studies done with undergraduates (Halland and Malan, 2003, Ross and Zhang, 1997, Wolz and Koffman, 1999).
Chapter 3 Testing

3.1 Questionnaires – Notes on questions

Two questionnaires were formulated and given to four Grade 9 classes, one after a short introduction to Java and the other after a period of instruction. Grade 9R is streamed with academically successful students. Grades 9E, D and M are mixed ability. All classes are mixed male and female in the 13-14 years age group. Numbers vary from 24 to 28 per class. Classes have three one hour lessons based on a two week cycle, usually two lessons in week one and one lesson in week two. The classes were given an introduction and then one lesson of work before the first questionnaire was given out. The classes then worked for three further lesson periods, after which the second questionnaire was given out. The time period was not ideal but, unfortunately, with standard school internal examination and project commitments this was all that could be accommodated in the time available. Learning could occur through personal experience, instruction from the teacher or through cooperation with peers. No attempt was made to discourage or encourage cooperation among peers. The response to questions during instruction, whether from individuals or from pairs or groups, followed the pattern that students were familiar with. The objective of the questionnaires was to try to show that some change in behaviour occurred as the lessons progressed. The questionnaires attempted to get some information on concept development. The following is a breakdown of the questions used and the rationale behind them. The final questions in the questionnaire were repeated in questionnaire one and questionnaire two. Although no formal discussion of the questionnaires took place through the teacher, some students may have re-thought their solutions or discussed them with their peers out of class. This was viewed as a normal acceptable form of learning.

Question 1.

Questionnaire 1

How would you get a tortoise called "Thabo" to draw this rectangle on the screen? Just give the movement instructions.

```java
public

```

```java
........................)
```

```java
{..............
```

```java
}
```

\[\text{Put the movement instructions just below HERE}\]
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This question was accompanied by a graphic of the smallest and simplest closed shape that the tortoise might create. Students could repeat the movement instructions, 11 in all, to achieve the shape. The students were asked to provide only the methods to obtain the shape. This was intended to be the simplest of the questions to encourage students to participate meaningfully in the questionnaire.

Questionnaire 2

**How would you get the tortoise to draw this rectangle on the screen in the most efficient way?**

This question provided a large rectangle. Students could once again repeat instructions but the size was deliberately chosen so that it would be arduous to do so to achieve the shape. The question indicated that students should attempt to find a quicker/easier way to complete the task.

**Expected outcome**

More students should be successful the second time around and use a loop.

**Question 2.**

**Questionnaire 1**

The following program might not work. It might give errors when we try to run it. If you think it will run correctly then say that you think it is OK. If NOT then correct it by adding in lines and/or removing lines and/or changing lines.

```java
public class Turtlesetup
import TurtleSim: *
import java.awt *:
{
    public static void main (String [] args)
    {
        pathOn ();
        setPosition (1, 1);
        faceEast ();
        move ();
        move ();
        turn();
    }
```
This question was aimed at testing the students' recall of Java syntax. Each program they completed in class required standard syntax to create a tortoise object and associated methods so it was expected that this should be a straightforward recall of a familiar activity. Several methods were provided but the object references were omitted. Import statements were also provided. It first required the instantiation of a Tortoise and then the addition of the appropriate Object references in front of the given methods.

**Questionnaire 2**

*Every Java Tortoise program needs certain lines of code otherwise it doesn't work. It will give errors when we try to run it. What are these vital instructions?*

```java
public class Tortoise {
  // ...

  public static void main(String[] args) {
    // ...
  }
}
```

The Second questionnaire question had the same objective but was worded in a more formal manner. Instruction in class began by emphasizing the necessity of items such as “import” statements and students should by this stage have been familiar with the standard syntax necessary in each of the programs they completed. The omissions were further highlighted using “►” at the appropriate position. Standard instantiation statements and import statements were required.

**Expected outcome**

Students using a tortoise should have sufficient motivation to successfully remember this, at least partially. More students should be successful the second time around.

**Question 3.**

**Questionnaire 1**

*The following is a section of a program. It allows me to get a tortoise called “Betty” to move to the top left of the screen before she starts drawing a pattern but it is a rather long way to do this. What is the most efficient method to get Betty to get into the starting position?*

```java
public class Tortoise {
  import Tortoise::*;
  import java.awt.*;

  public static void main(String[] args) {
    // ...
  }
}
```
The question was designed with a large number of statements and no accompanying graphic was provided. It was hoped that the students would see this as an inefficient approach and try to recall an alternative constructor method.

Questionnaire 2

When you create a new tortoise, you have a choice of display, size, starting position etc. What options do you have and how do you access them?

```java
public class Tortoise {
    import Tortoise *
    import java.*

    public static void main(String[] args) {
        // Write the different options below here
    }
}
```

The second questionnaire question continued the theme of the first but asked the question in a more formal manner. It required the recall of a number of alternative constructors and students would need to have assimilated the concept that a variety of constructors could exist to provide enhanced or different functionality. The question in both questionnaires required the students to have assimilated the concept of a constructor method.

**Expected outcome** More students should be successful the second time around.
Question 4.

Questionnaire 1  The following is a section of a program which does run properly. It seems like a lot of lines of code to have to type. What is the best way of doing this? Suggest a method or change the lines of code.

```
led.setPosition(1, 1);
led.faceEast();
led.move();
led.move();
led.move();
led.move();
led.move();
led.move();
led.move();
led.move();
led.move();
led.move();
led.move();
led.move();
led.move();
led.move();
led.move();
led.move();
led.move();
led.move();
led.move();
led.move();
led.move();
led.move();
led.move();
```

This question explicitly used a large number of invocations of the same method. Students were asked to alter this in such a way as to make it more efficient. The graphic did not indicate a closed shape in order to focus attention away from the completion of a geometric pattern. It was hoped that students would concentrate on the programming statements provided.

Questionnaire 2  What is the best way of writing a program to get a tortoise to repeat some actions over and over again? Comment below and give an example if you think it's suitable. (You don't need to write a whole program)

The second questionnaire asked a formal question which was aimed specifically at eliciting a comment about syntax. The question asked for the "best way" to try to focus the students' attention on improving on the first attempts they made.

Expected outcome  More students should successfully employ a loop the second time around.
Question 5.

Questionnaire 1

A Tortoise has three new methods called 'makeSquare', 'makeCross' and 'makeTriangle'.

- `makeSquare` draws a solid square.
- `makeCross` draws a solid cross.
- `makeTriangle` draws a solid triangle.

Write the lines of code which would draw the shape shown below:

```java
public class Tortoise {
    import Turtles;
    import Java.awt.*;
    public static void main(String[] args) {
        // ... some code ...
    }
}
```

This requires the use of the stated methods (which they have not met). They are used in sequence and need to be placed in the correct position beside each other to obtain the given composite shape. Students were gradually introduced to new methods during the course of instruction where the point was made that each new method provided advantages over what they had already done. Teaching was structured to try to create the expectation that new methods tended to combine previous repetitive tasks into one more efficient method. No mention is made of start position in this question but the full graphic grid was provided to indicate where the composite shape was placed. A student would have to supply the `setPosition()` method as well in order to have a completely correct solution.

Questionnaire 2

The same question was used in the second questionnaire. No solutions were provided after administering the first questionnaire and no examples of a similar type were provided.
questionnaires were not discussed with the students at any stage. Having already attempted the question once a student might have considered a better solution as they met the same difficulties in class and saw how more complex methods might achieve results more efficiently. Students may also have discussed the question among themselves. This was not discouraged but no input was provided from the teacher.

**Expected outcome**  
More students should be successful the second time around. A student who ignored the given methods on the first questionnaire would invoke them on the second questionnaire.

**Question 6.**

**Questionnaire 1**  
Write the lines of code which would draw the shape shown below.

```java
public class Turtlesury  
import Turtlesry;  
import java.awt;  
{  
  public static void main (String [] args)  
  {  
  }  
```  

This question required the repeated use of the same shape. The supplied display is deliberately made to look like a broad cross. One of the more efficient methods of drawing it requires two crosses from the makeCross() method to be partially superimposed. (The same result can be attained by freehand drawing or using a shape and freehand but this was regarded as only a partial success). A student will have to first solve the problem and then decide on the program statements to apply the solution.

**Questionnaire 2**  
The same question was used again with no solutions or discussion. Students once again might apply their experience to come up with a better solution than they applied the first time around.

**Expected Outcome**  
More students should use only shapes the second time around.
Question 7.

Questionnaire 1
Write the lines of code which would draw the shape shown below.

```java
public class Tortoise6
import Tortoise;
import java.awt.*;
{
    public static void main (String[] args)
    {
        // Code to draw the shape
    }
}
```

This requires the repeated use of the shapes. This time the given result is deliberately made to look like an enlarged cross. Superficially it appears to be the same as the previous question and a student has to look carefully to see how to produce the shape. It can be completed using four squares which are partially superimposed. (The same result can be attained by freehand drawing or using a shape and freehand). This is a more difficult composite shape to produce and might well have been discussed by the students among themselves.

Questionnaire 2
The same question was once again used.

Expected Outcome
More students should use only shapes the second time around. Even if the same solution appeared for several students it is an example of the type of cooperative instruction which may take place in a class of students.

Questionnaire 1
Test the tortoise has a friend called Betty. Betty isn't a Tortoise, she is a ScreenBug. She can't draw trails or move or turn but she can do lots of good stuff like putting messages on the screen and she can do some mathematics like adding and subtracting.

Any ScreenBug has several methods at their disposal - two of them are: “add(a,b)” and “show()”. 
add(a, b) - adds any two numbers. (The first number is "a" and the second number is "b")

show() - displays anything that is inside the brackets on to the screen.

Write a short program which creates a ScreenBug called Betty, adds two numbers and shows the answer on the screen.

```java
public class ScreenBugtry {
    public static void main(String[] args) {
    }
}
```

The final question is much more formal and requires the application of more difficult concepts. The question suggests a class and methods associated with it. A return type has been deliberately introduced to see if students might suggest the correct syntax `s = add(a, b);`

**Questionnaire 2**

The same question was once again used. Students would have had some experience to assist them to complete this question after the period of instruction. They may also have discussed this because it was the last most difficult question in the first questionnaire.

**Expected Outcome**

More students should make some attempt at this the second time around.

**Questions 9 – 13**

When you started programming what was the easiest thing to do?

When you were programming what was the most difficult thing to do?

What was the thing that you found to be the most strange? (You can give more than one example)

What did the tortoise do the best?

What else should tortoises be able to do?

*Information Questions.*

**Questionnaire 1.**

These questions were included to seek some feedback on the students' experience and also to try to gain some insight into what students' views were on programming in general.

**Questionnaire 2.**

When you were programming what did you enjoy doing?

What did you learn from programming?

Same motivation.
3.2 General Observations

In some of the classes involved in the study a number of students repeatedly come late to class, forget work and have to be continually reminded to commence and continue working at almost every activity. They tend to be disruptive occasionally and require major effort on any teacher's part to get them to focus and to stop them distracting the other students who need to maintain their concentration. The experience of introducing the tortoise to them was quite surprising. Almost all of the students enjoyed this experience, so much so that the disruptive students' usual captive audience ignored them on this occasion. For this reason the disruptive group felt a little lost at first and struggled to commence work. However, many from this difficult group recovered quickly and then joined in and experimented happily along with the majority. They seemed to have forgotten their usual disruptive behaviour. It is difficult to pinpoint the critical factor which inhibited the expected counterproductive behaviour but the majority of students were eager to experiment with the tortoise and this had a significant effect. This was unusual because previous attempts to stimulate these students and had been unsuccessful on many occasions. The attractiveness of the activity was immediately observable as soon as practical involvement started. Some disruptive students settled down to work happily but others appeared to undergo a short period of isolation. It is often difficult to decide if certain students are just not interested or if their behaviour is disguising a problem. With the removal of their audience these students settled down quickly and tried to do the work. They were forced by the circumstances of the task to act as individuals but many of them were very uncomfortable with this and struggled to sustain their concentration and efforts.

As part of the experiment the task was structured to introduce alternative constructors once the majority of students had become involved in the work. These introduced shortcuts and variety to Tortoise instantiations. The students began to offer questions and comments such as:

"Is there a quicker way to place the tortoise at a different starting place?"
"Can't you say something like fred.move(10) to make him move ten places?"
"There's not enough room to draw nice stuff"

The objective was to try to build up activities as quickly but as comfortably as possible. The difficult students, who usually do not cooperate, were unable to perceive certain things even when
they were concentrating on the tasks. Their usual disguising behaviour was gone and they seemed to be trying genuinely to originate their own material but some of these students did not seem to be able to assimilate patterns. The problems observed were as follows:

- Additional “import” statements were placed anywhere and everywhere.
- In starting a new program some students left out the “import” statements. They failed to recognize the errors associated with this, even though they had just met and been helped to overcome the same problems in the previous program.
- When additional methods were introduced these students omitted brackets, semi-colons and made similar minor errors even though the methods in question were situated among a large number of similar methods.
- Many of these students did not appreciate that adding arbitrary spaces caused errors throughout the program. Even when encouraged to look around at other lines of code and previously correct programs for similar situations they struggled to correct programs themselves.
- Some students could not assimilate the new constructors as alternatives. For example, they started by instantiating a tortoise and then changed the colour by invoking a tortoise method. With the additional constructors revealed, these actions could be combined into one operation by invoking a constructor with suitable parameters. Some students seemed to believe that the first method now no longer existed. When asked why they had done what they did, they responded by saying something like “I don’t know”. This could indicate a number of things: they really did not know, they had just “hacked” the code in, or perhaps they were embarrassed because they had copied it from someone else.

The lessons worked better when not too much information was given to the students. Sufficient information was given to allow students to commence the activity but they were required to experiment. When students asked questions solutions were offered but additional syntax was introduced as part of that solution where possible. When individual students were stimulated enough to ask they seemed stimulated enough to accept the increased syntax. They seemed to ignore any inherent complexity of syntax because of their eagerness to use it. However, when it came to the questionnaire many students appeared to have forgotten the syntax. The immediacy of the feedback on screen and the facility to experiment seemed to be the most important factors. A questionnaire is
possibly not the best way to test their ability to manage a successful program execution. It is likely that some students may eventually succeed in performing the practical task but still fail to get an answer on the questionnaire.

Frustration with the continual compilation errors tended to increase as time went on and the more difficult students tended increasingly to abandon their efforts. The willingness to persist with a problem is something which is missing in many of the difficult students and even in a few of the more able students.

3.3 Test Results

The objective of this study was to extract evidence as to whether or not a change occurred in understanding as a result of the teaching method. The results of the questionnaires for each class were recorded on a spreadsheet with students' answers being rated 1 or 2 as follows (Appendix G, Table I):

One full class of student questionnaires was marked and the variety of answers considered. A decision was made in each case to classify the student's answer as success or failure. The criteria were reviewed after each subsequent class was marked and the allocation of success or failure was checked.

1. The student appeared to understand the concept and was correct in the method chosen. The solution was a success if it would execute as it stood or with minor corrections. Trivial errors, such as omission of semi-colons, were ignored. If a solution would work but was overly long or inefficient then it was regarded as a success. In a few cases where it was difficult to allocate success or failure the student was recalled and asked to explain his answer.

2. The student did not appear to understand and was incorrect or only partially correct in the method used. The solution was a failure if the code would only execute after extensive correction or if the answer was left blank. If the student partially remembered syntax and omitted critical parameters or provided only a portion of the solution then it was regarded as a failure. In some cases the solutions were discussed with the students. Answers in this
category were generally quite clearly inadequate, for example, keywords were misspelt or wrong or incorrectly used.

The results of the questionnaires were recorded in a spreadsheet comprising of five worksheets (Appendix G, Table 1). One worksheet was allocated for the results of each class and a further worksheet allocated to record the totals of the four classes. The results for each class were summarised in contingency tables (Appendix G, Tables 2-6).

The value of \( \chi^2 \) was calculated using the formula \( \chi^2 = (|c - b| - 1)^2 / (c + b) \) (See Figure 50 below). This is known as McNemar's Test of Change (Armitage and Berry, 1994, Conover, 1980, Levin and Serlin, 2000, Siegel and Castellan, 1988). The continuity correction (-1) is used where the sample numbers less than 200 (Armitage and Berry, 1994).

\[
\begin{array}{|c|c|c|c|}
\hline
\text{Result} & \text{Before} & \text{After} & \text{Total} \\
\hline
\text{Able} & a & b & a+b \\
\text{Not Able} & c & d & c+d \\
\hline
\text{Total} & a+c & b+d & a+b+c+d \\
\hline
\end{array}
\]

\[
\chi^2 = (|c - b| - 1)^2 / (c + b)
\]

\( \chi^2 < 3.84 \Rightarrow \) No Change

**Figure 45 Contingency table and Formulae**

The expected value of \( \chi^2 \) at the 95% level with one degree of freedom was 3.84. The null hypothesis, that no change occurred, was rejected for results below this value.
3.4 Results Summary

Grade 9R was a streamed class of students who have a record of academic success in English and Mathematics. Grade 9E is a class of mixed ability but the majority are of average ability. The class also has a few difficult students. Grade 9D is a class of mixed ability but with a significant number of below average students. Grade 9M is an average ability class with a significant number of difficult students.

Original data results are shown in Appendix G, Tables 1 – 6. The summary of results obtained by applying McNemar’s formula are shown in Figure 51 below, in the column entitled “κ²”. Significant change is indicated by a “✓” in the columns entitled “Sig”. The total number of students who were able to perform the task is also shown as before and after values in the column entitled “ABLE”. The arrows: “↑”, “↓” and “→” represent an increase, decrease and no change in numbers respectively.

<table>
<thead>
<tr>
<th>Q.1</th>
<th>Q.2</th>
<th>Q.3</th>
<th>Q.4</th>
</tr>
</thead>
<tbody>
<tr>
<td>κ²</td>
<td>ABLE</td>
<td>Sig</td>
<td>κ²</td>
</tr>
<tr>
<td>-----</td>
<td>------</td>
<td>-----</td>
<td>-----</td>
</tr>
<tr>
<td>9R</td>
<td>0.2</td>
<td>24</td>
<td>✓</td>
</tr>
<tr>
<td>9E</td>
<td>2.3</td>
<td>16</td>
<td>✓</td>
</tr>
<tr>
<td>9D</td>
<td>0.5</td>
<td>3</td>
<td>✓</td>
</tr>
<tr>
<td>9M</td>
<td>0.0</td>
<td>6</td>
<td>✓</td>
</tr>
<tr>
<td>Total</td>
<td>2</td>
<td>49</td>
<td>✓</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Q.5</th>
<th>Q.6</th>
<th>Q.7</th>
<th>Q.8</th>
</tr>
</thead>
<tbody>
<tr>
<td>κ²</td>
<td>ABLE</td>
<td>Sig</td>
<td>κ²</td>
</tr>
<tr>
<td>-----</td>
<td>------</td>
<td>-----</td>
<td>-----</td>
</tr>
<tr>
<td>9R</td>
<td>8.1</td>
<td>5</td>
<td>✓</td>
</tr>
<tr>
<td>9E</td>
<td>8.1</td>
<td>4</td>
<td>✓</td>
</tr>
<tr>
<td>9D</td>
<td>2.3</td>
<td>0</td>
<td>×</td>
</tr>
<tr>
<td>9M</td>
<td>0.8</td>
<td>1</td>
<td>×</td>
</tr>
<tr>
<td>Total</td>
<td>23</td>
<td>10</td>
<td>✓</td>
</tr>
</tbody>
</table>

Figure 46 Summary of Chi Squared Results

Significance Test

Question 1. exhibited no significant change for any of the individual classes or as a total of all classes.

Question 2. showed significant change for two of the classes (including the academically streamed class) and the combined classes result.

Question 3. exhibited no significant change for any of the classes or as a total.
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Question 4. exhibited significant change for two of the classes (including the academically streamed class) and the combined classes result.

Question 5. exhibited significant change for the academically streamed class, Grade 9E and the combined classes result.

Question 6. exhibited significant change for the academically streamed class and the combined classes result.

Question 7. exhibited significant change for three of the classes (excluding the academically below average class) and the combined classes result.

Question 8. exhibited no change for any of the classes or as a total.

Percentages of successful answers

<table>
<thead>
<tr>
<th></th>
<th>R</th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th>ALL</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>28</td>
<td>27</td>
<td>19</td>
<td>27</td>
<td>101</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Q1</td>
<td>85.7%</td>
<td>92.9%</td>
<td>59.3%</td>
<td>77.8%</td>
<td>15.8%</td>
<td>26.3%</td>
<td>22.2%</td>
<td>18.5%</td>
<td>48.5%</td>
<td>56.4%</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Q2</td>
<td>39.3%</td>
<td>82.1%</td>
<td>29.6%</td>
<td>55.6%</td>
<td>10.5%</td>
<td>31.6%</td>
<td>7.4%</td>
<td>33.3%</td>
<td>22.8%</td>
<td>52.5%</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Q3</td>
<td>3.6%</td>
<td>21.4%</td>
<td>25.9%</td>
<td>3.7%</td>
<td>0.0%</td>
<td>15.8%</td>
<td>0.0%</td>
<td>11.1%</td>
<td>7.9%</td>
<td>12.9%</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Q4</td>
<td>3.6%</td>
<td>46.4%</td>
<td>3.7%</td>
<td>29.6%</td>
<td>5.3%</td>
<td>10.5%</td>
<td>0.0%</td>
<td>18.5%</td>
<td>3.0%</td>
<td>27.7%</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Q5</td>
<td>17.9%</td>
<td>53.6%</td>
<td>14.8%</td>
<td>51.9%</td>
<td>0.0%</td>
<td>21.1%</td>
<td>3.7%</td>
<td>14.8%</td>
<td>9.9%</td>
<td>36.6%</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Q6</td>
<td>17.9%</td>
<td>39.3%</td>
<td>22.2%</td>
<td>40.7%</td>
<td>10.5%</td>
<td>31.6%</td>
<td>3.7%</td>
<td>14.8%</td>
<td>13.9%</td>
<td>31.7%</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Q7</td>
<td>10.7%</td>
<td>89.3%</td>
<td>11.1%</td>
<td>40.7%</td>
<td>0.0%</td>
<td>31.6%</td>
<td>0.0%</td>
<td>18.5%</td>
<td>5.9%</td>
<td>46.5%</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Q8</td>
<td>0.0%</td>
<td>3.6%</td>
<td>0.0%</td>
<td>3.7%</td>
<td>0.0%</td>
<td>5.3%</td>
<td>0.0%</td>
<td>0.0%</td>
<td>0.0%</td>
<td>3.0%</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Figure 47 Summary of Success Percentages

Question 1. In the academically streamed class (9R) successful answers increased from 24 out of 28 to 26 out of 28, that is an increase to 92.9% of the students. The other classes recorded percentages of 77.8%, 26.3% and 18.5% (9E, 9D and 9M). Successful answers, in the four classes combined, increased from 49 out of 101 to 57 out of 101. The question was designed as an easy question but only 56.4% of the students completed it successfully.
on the second occasion. Similar work to that tested in the question had been done repeatedly in class and it was expected that students would complete the task without difficulty.

Question 2. A similar trend to Question 1 with regard to final percentages was exhibited. The academically streamed class recorded 82.1% success but the percentage overall was only 52.5%. There was a significant change to reach this result.

Question 3. The results were very low in this question with no significant change as a result of teaching. The final success rate was only 12.9%. The academically streamed class had the highest result, 21.9%. This would seem to indicate the possibility that the question was flawed.

Question 4. Results were also low for this question, 27.7%. The academically streamed class recorded 46.4% with a significant change between before and after results.

Question 5. The final result was a low 36.6%. The academically streamed class recorded 53.6%. Grade 9E recorded 51.9% and both of these classes exhibited significant change after teaching.

Question 6. The final result was a low 31.7%. The class with a significant number of less able students (9M) recorded 14.8% while the other classes were similar to the combined classes result.

Question 7. The final result was 46.5%. The academically streamed class recorded 89.3%. The other classes were much lower, 40.7%, 31.6% and 18.5%. but all classes with the exception of the class with a significant number of less able students exhibited a significant change in before and after results.

Question 8. All results were extremely low, less than 6%. There was no significant change in before and after results. This seemed to indicate the possibility that the question was flawed.
The academically streamed class (9R) exhibited significant change in all but three of the questions and gained a higher percentage than any other class in every question with only one exception (Q.6., 9E). The class with a significant number of less able students (9M) had consistently low successful results, 11.1% - 33.3%, with all but one result less than 20%. The class results exhibited significant change in only one question (Q.2.).

Some students did not fill in the questionnaire with any real intention of displaying their knowledge. Because it was "not for marks" they filled it in as quickly as possible and often left blanks or did not bother to make an effort. The effectiveness of the questionnaire is debatable as a method of evaluating what was a practical exercise. The motivated students did better as they became familiar with the work but it was noticeable that only a few of the difficult students offered examples of their work. They began well but were affected significantly by the frequency and number of their errors. As a result they displayed an unwillingness to experiment with anything that they viewed as difficult. By the time it came to complete the questionnaire a number of students were unmotivated to recall what they had done. It would have been interesting to carefully compare the performance of students who produced anomalous results with their performance in school in general.
Conclusion

Shortcomings

The study took place at a difficult time of the year in school. Students were undergoing testing for many of their subjects for national exams and completing a variety of projects to fulfill the requirements for their portfolio work. Many students were a little resentful about any form of extra testing.

A questionnaire does not pinpoint the learning areas and associated concepts that were being considered. A thorough testing would require one academic school year with some form of practical test administered to two distinct groups at the beginning of the year when school life is still quiet and then again at the beginning of the fourth semester before the school exam period commences. It would also have been useful to have chosen several individuals of differing academic abilities and followed them closely through the course of the testing period, trying to isolate certain features of learning to program.

Discussion of Results

The results from testing did indicate some degree of learning. There was a significant change in some questions and successful results increased in before and after readings. There was a noticeable difference in the successful readings for the academically streamed class compared to the other classes and there was a noticeable difference between the class with the largest number of less able students and the other classes.

From a teacher's perspective during the classroom activities it was clear that many of the capable students had their curiosity aroused about how programs could be extended to provide more functionality and many of the less motivated students made an uncharacteristic effort to experiment. Moreover, the majority of students in the study enjoyed the project. Feedback from Computer Studies students regarding the assistant classes, which incorporated a simplified syntax, showed evidence of a short term usefulness, which is what was hoped for. There was a danger that the simplification of the syntax might have been counterproductive in that students might come to depend on the
syntax. However, many students questioned the simplicity of the Please class syntax and suspected that something was being hidden. This does not necessarily invalidate the use of this class. Students still have the opportunity to gradually assimilate the new material and some of the pressure associated with meeting more new concepts was removed. Previous observations have indicated that many students felt that they were being left behind at this stage of learning the language. This period is crucial in learning and anything that can be done to alleviate the stress experienced by some students and give them time to absorb the new information would seem to be beneficial. The nature of the assistant class also served to encourage many students to question how the methods operated. This allowed them time to consider why it was better to use the standard Java syntax in the long term and to look at how they might set up their own programs using an accepted style.

**Extensions and Future Work**

Having gone through the experience of teaching using the tortoise I am convinced that it has huge potential for introducing the fundamental concepts necessary for success in programming using an object-oriented language.

A questionnaire may well not be the best way to test a practical course of instruction. A practical test administered on the computer may be more pertinent but will require much more time to design and administer.

The Tortoise class itself is due for a major metamorphosis. It may become a "Creature" class which can instantiate a variety of animals on one screen. It will be useful to build in some more resources to the class such as mutator and accessor methods. These can be used to "get" and "set" a variety of attributes such as age, colour, height, weight, achievement points or anything that holds the interest of young students. This will promote the concepts surrounding the scope of variables in Java.

Figure 48 Multiple creatures
The method of display was correspondingly changed so that only one image file is used (instead of one each for “NORTH.gif”, “SOUTH.gif”, “EAST.gif” and “WEST.gif”). Movement in different directions involves rotating the image using the AffineTransform class.

![Figure 49 Rotations](image)

**Final Word**

Teaching is easier using assistant classes. Using a warm, familiar phraseology puts the user more at ease and focuses him on producing working programs. A few users may build up a set of over-simplified building block concepts which are insufficient for anything other than a superficial understanding of the Java syntax but they may never become proficient or even comfortable with the Java language. Students were asked to try to pinpoint when and how they felt that they had become confident in using the language. Most students in this study in a general discussion of this question agreed that the introduction of objects and classes and continual reinforcement by discussion and examples were the most important factors contributing to success. Having time to let the ideas solidify and to struggle with new concepts was important to those who eventually succeeded. Many of the less successful students claimed that they became bored during these phases. They demonstrated unwillingness to engage with the language. The Tortoise was fun at first for them but they did not progress beyond that superficial experience. Some students stated that they felt that making their own class with methods that they created was one crucial milestone. The use of turtle-like classes like the Karel Robot (Becker, 2001, Buck and Stucki, 2001), the Turtle (Braught, 2003, Devarakonda, 2003, Eckert, 2001, Gibbons, 2001, Grieser, 2002, Khalil, 2002, Kono, 2000, Lambert and Osborne, 2003, Oelschlegel, 2003, Proulx and Rasala, 2002, Ventura, 2000, Weissinger et al, 2001, Wolz, 2002), the Cogga (Wilcock et al, 2002) and the Tortoise were useful to get a young student’s attention. More serious students (and usually these were older students), who were interested programmers, quickly wanted to move on and create programs which had some originality. They quickly
saw the possibilities of extending the Tortoise class to produce interesting and innovative programs.

In considering both the statistical and anecdotal evidence which emerged from this project, my conclusions are that it is difficult to pin down the factors which affect success or failure in the High School. There are an enormous number of factors to consider. Many young students have had, and continue to have, a bad academic experience. Many of them are also affected negatively by their social situation at home and at school. This may always be true but young students have little experience in dealing with these pressures. A few individuals exhibited some surprising changes in behaviour but trying to quantify the results overall was much more difficult. There are some students who succeed at programming and who have a drive to explore and create whereas others stop at various lower levels. One can speed the process of conceptual understanding with the brighter students and alleviate some of the problems experienced by the less able but in the end the individual has got to be prepared to take charge of his own learning. If curiosity and the willingness to be persistent are not present then a student has little chance of becoming a competent programmer.
Appendix A

Program Listing for Tortoise
/**
 * @version 1.0, 10/01/2003
 * @author Sinclair Tweedie
 * @modified 0815bc : started
 * @modified 0815bc : s
 */
import java.awt.*;
import java.awt.event.*;
import java.awt.Image;
import javax.swing.event.*;
import java.awt.geom.*;

public class Tortoise
{
    static Grid grid; // The SINGLE grid that is instantiated with the first
    tortoise
    private Image clipartImage; // The creature that is being used in the display
    private Image ouchImage; // Bubble message flashed up when edge of grid is
    reached
    private Image messageImage; // Notice message flashed up when edge of grid is
    reached
    String imgName = "EAST.GIF"; // First image
    boolean toroidal = false; // Wrapping the tortoise around when it hits an edge,
    default to no wrap
    char bearing = 'E'; // Current direction
    int x; // X direction
    int y; // Y direction
    int age; // Age of Tortoise
    boolean penON; // Default Show Trail value
    String tlabel = "NIL"; // Label attached to the tortoise

    /**
     * Constructs a tortoise
     * Default image is an East-facing tortoise
     * Direction is East
     */
    public Tortoise()
    {
        clipartImage = Toolkit.getDefaultToolkit ().getImage (imgName);
        if (grid == null) // To make new tortoises use the existing grid,
            // instantiated by the first tortoise
    }
{ 
    grid = new Grid();
} 
grid.addTortoise (this);

/**
 * Constructs a tortoise
 * Default image is an East-facing tortoise
 * Direction is East
 * @param t Boolean value (true) for movement to be toroidal
 */
public Tortoise (boolean t) {
    clipartImage = Toolkit.getDefaultToolkit ().getImage (imgName);
    toroidal = t;
    if (grid == null) // To make new tortoises use the existing grid, 
        // instantiated by the first tortoise
    {
        grid = new Grid ();
    }
    grid.addTortoise (this);
}

/**
 * Constructs a tortoise
 * Default image is an East-facing tortoise
 * Direction is East
 * @param imgName String representing the Image name and Extension For example
 "EAST.GIF"
 */
public Tortoise (String imgName) {
    clipartImage = Toolkit.getDefaultToolkit ().getImage (imgName);
    if (grid == null) // To make new tortoises use the existing grid, 
        // instantiated by the first tortoise
    {
        grid = new Grid ();
    }
    grid.addTortoise (this);
}

/**
 * Constructs a tortoise
* Default image is an East-facing tortoise
* Direction is East
* @param scale Integer giving a size validated to the range 10 to 50
*/
public Tortoise (int scale)
{
    clipartImage = Toolkit.getDefaultToolkit ().getImage (imgName);
    if (grid == null)           //= To make new tortoises use the existing grid,
        // instantiated by the first tortoise
    {
        grid = new Grid (scale);
    }
    grid.addTortoise (this);
}

/**
* Constructs a tortoise
* Default image is an East-facing tortoise
* Direction is East
* @param scale Integer giving a grid size validated to the range 10 to 50
* @param n Integer giving the number of rows (and columns) in the grid
*/
public Tortoise (int scale, int n)
{
    clipartImage = Toolkit.getDefaultToolkit ().getImage (imgName);
    if (grid == null)           //= To make new tortoises use the existing grid,
        // instantiated by the first tortoise
    {
        grid = new Grid (scale, n);
    }
    grid.addTortoise (this);
}

/**
* Displays the creature being used, default is a Tortoise
* Also handles "bumping" into the grid edges with two images
*/
public void draw (Graphics g)
{
    g.drawImage (clipartImage, x, y, grid.gridWidth, grid.gridHeight, grid);
    // Draw a label
    if (tlabel != "NIL")
    {

g.setColor(Color.black);
g.drawString(label, x, y);
//g.setColor(
}
//Check edges
slowdown (100);
if (y < 0)
{
    if ((bearing == 'N') || (bearing == 'n') || (bearing == 'e') ) //North, NorthWest or NorthEast
    {
        if (x < grid.windowsize - 5 * grid.gridWidth)
        {
            ouchImage = Toolkit.getDefaultToolkit().getImage("OUCHNW.GIF");
g.drawImage(ouchImage, x + grid.gridWidth, 0, 2 * grid.gridWidth, 2 * grid.gridHeight, grid);
        }
        else
        {
            ouchImage = Toolkit.getDefaultToolkit().getImage("OUCHNE.GIF");
g.drawImage(ouchImage, x - 2 * grid.gridWidth, 0, 2 * grid.gridWidth, 2 * grid.gridHeight, grid);
        }
        messageImage = Toolkit.getDefaultToolkit().getImage("message.GIF");

        // Tried this, but message does not fit on small grids or when tortoise is close to edges
        // Too many exceptions to cater for and the images worked more effectively in any case
        //
        //g.setColor(Color.black);
        //g.drawString("Ted has just banged his head on the edge of the grid", x + 2*gridWidth,
        //gridWidth);
        //g.setColor(PathColour);

        if (x > 3 * grid.gridWidth)
        {
            g.drawImage(messageImage, 0, 0, 3 * grid.gridWidth, 3 * grid.gridHeight, grid);
        }
        else
        {
            g.drawImage(messageImage, grid.windowsize - 5 * grid.gridWidth, 0, 3 * grid.gridWidth, 3 * grid.gridHeight, grid);
        }
    }
}
slowdown (200);
y = 0;
// At present the tortoise carries on when it hits an edge - see report for rationale

if (x < grid.gridWidth)
{
    if ((bearing == 'W') || (bearing == 'w') || (bearing == 'n')) // West, SouthWest or NorthWest
    {
        if (y < grid.windowSize - 5 * grid.gridWidth)
        {
            ouchImage = Toolkit.getDefaultToolkit ().getImage ("OUCHNW.GIF");
            g.drawImage (ouchImage, grid.gridHeight, y + grid.gridHeight, 2 * grid.gridWidth, 2 * grid.gridHeight, grid);
        }
        else
        {
            ouchImage = Toolkit.getDefaultToolkit ().getImage ("OUCHSW.GIF");
            g.drawImage (ouchImage, grid.gridHeight, y - grid.gridHeight, 2 * grid.gridWidth, 2 * grid.gridHeight, grid);
        }
        messageImage = Toolkit.getDefaultToolkit ().getImage ("message.GIF");
        if (y > 3 * grid.gridWidth)
        {
            g.drawImage (messageImage, 0, 0, 3 * grid.gridWidth, 3 * grid.gridHeight, grid);
        }
        else
        {
            g.drawImage (messageImage, grid.windowSize - 5 * grid.gridWidth, 0, 3 * grid.gridWidth, 3 * grid.gridHeight, grid);
        }
        slowdown (200);
    }
    x = grid.gridWidth;
}

if (x > grid.windowSize - 4 * grid.imgSize)
{
    if ((bearing == 'E') || (bearing == 'e')|| (bearing == 's')) // East, NorthEast or SouthEast
    {
        if (y < grid.windowSize - 5 * grid.gridHeight)
        {
            ouchImage = Toolkit.getDefaultToolkit ().getImage ("OUCHNE.GIF");
        }
    }
g.drawImage (ouchImage, x - 2 * grid.gridWidth, y + grid.gridHeight, 2 * grid.gridWidth, 2 * grid.gridHeight, grid);
}
else
{
    ouchImage = Toolkit.getDefaultToolkit ().getImage ("OUCHSE.GIF");
g.drawImage (ouchImage, x - 2 * grid.gridWidth, y - grid.gridHeight, 2 * grid.gridWidth, 2 * grid.gridHeight, grid);
}
messageImage = Toolkit.getDefaultToolkit ().getImage ("message.GIF");
if (x > 3 * grid.gridWidth)
{
g.drawImage (messageImage, 0, 0, 3 * grid.gridWidth, 3 * grid.gridHeight, grid);
}
else
{
g.drawImage (messageImage, grid.windowSize - 5 * grid.gridWidth, 0, 3 * grid.gridWidth, 3 * grid.gridHeight, grid);
}
slowdown (200);
}
x = grid.windowSize - 3 * grid.imgSize;
}

if (y > grid.windowSize - 3 * grid.imgSize)
{
    if ((bearing == 'S') || (bearing == 's') || (bearing == 'w')) // South, SouthEast or SouthWest
    {
        if (x < grid.windowSize - 5 * grid.gridWidth)
        {
            ouchImage = Toolkit.getDefaultToolkit ().getImage ("OUCHSW.GIF");
g.drawImage (ouchImage, x + grid.gridWidth, y - 2 * grid.gridWidth, 2 * grid.gridWidth, 2 * grid.gridHeight, grid);
        }
        else
        {
            ouchImage = Toolkit.getDefaultToolkit ().getImage ("OUCHSE.GIF");
g.drawImage (ouchImage, x - 2 * grid.gridWidth, y - 2 * grid.gridWidth, 2 * grid.gridWidth, 2 * grid.gridHeight, grid);
        }
    messageImage = Toolkit.getDefaultToolkit ().getImage ("message.GIF");
    }
    if (x > 3 * grid.gridWidth)
    {
    }
g.drawImage(messageImage, 0, 0, 3 * grid.gridWidth, 3 * grid.gridHeight, grid);
} else {
    g.drawImage(messageImage, grid.windowSize - 5 * grid.gridWidth, 0, 3 * grid.gridWidth, 3 * grid.gridHeight, grid);
    slowdown(200);
} y = grid.windowSize - 3 * grid.imgSize;
} // draw method

/**
 * Sets the age of the Tortoise
 */
public void setAge(int data) {
    age = data;
}

/**
 * Gets the age of the Tortoise
 */
public int getAge() {
    return age;
}

/**
 * Displays Tortoise's age
 */
public void showInfo() {
    tlabel = "I am a " + age + " year old " + this.getClass().getName();
}

/**
 * Sets the existing tortoise track colour
 * @param c The colour of the path
 */
public void setPathColour(Color c) {

grid.setPathColour(c);
}

/**
 * Clears the screen but leaves the turtle at present position
 */
public void cleanup ()
{
    grid.cleanup ();
    penON = false;
    //bearing = 'E';
}

/**
 * Sets the x and y coordinate positions on the grid
 */
public void goTo (int xcoord, int ycoord)
{
    x = xcoord * grid.gridWidth;
    y = ycoord * grid.gridHeight;
}

/**
 * turns 90 degrees clockwise
 */
public void turn ()
{
    // Future development : tx = new AffineTransform();
    // Future development : double radians;

    switch (bearing)
    {
    case 'N': // was North, now clockwise to East
        {
            bearing = 'E';
            clipartImage = Toolkit.getDefaultToolkit ().getImage ("EAST.GIF");
            // Future development : radians = -Math.PI/4;
            // Future development : tx.rotate(radians);

            grid.repaint ();
            break;
        }
    case 'n': // was NorthEast, now clockwise to SouthEast
        {

bearings = 'e';
clipartImage = Toolkit.getDefaultToolkit ().getImage ("EAST.GIF");
grid.repaint ();
break;
}
case 'w': // was NorthWest, now clockwise to SouthWest
{
bearing = 's';
clipartImage = Toolkit.getDefaultToolkit ().getImage ("WEST.GIF");
grid.repaint ();
break;
}
case 'S': // was South, now clockwise to West
{
bearing = 'W';
clipartImage = Toolkit.getDefaultToolkit ().getImage ("WEST.GIF");
grid.repaint ();
break;
}
case 'e': // was SouthEast, now clockwise to SouthWest
{
bearing = 's';
clipartImage = Toolkit.getDefaultToolkit ().getImage ("WEST.GIF");
grid.repaint ();
break;
}
case 'S': // was SouthWest, now clockwise to NorthWest
{
bearing = 'W';
clipartImage = Toolkit.getDefaultToolkit ().getImage ("WEST.GIF");
grid.repaint ();
break;
}
case 'E': // was East, now clockwise to South
{
bearing = 'S';
clipartImage = Toolkit.getDefaultToolkit ().getImage ("SOUTH.GIF");
grid.repaint ();
break;
}
case 'W': // was West, now clockwise to North
{
bearing = 'N';
clipartImage = Toolkit.getDefaultToolkit ().getImage ("NORTH.GIF");
grid.repaint ();
break;
}
```java
} toolkit.getDefaultToolkit().sync();
}

/**
 * Turns the image to face upwards
 */
public void faceNorth ()
{
    bearing = 'N';
    clipartImage = toolkit.getDefaultToolkit ().getImage ("NORTH.GIF");
    grid.repaint ();
}

/**
 * Turns the image to face to the right
 */
public void faceNorthEast ()
{
    bearing = 'n';
    clipartImage = toolkit.getDefaultToolkit ().getImage ("EAST.GIF");
    grid.repaint ();
}

/**
 * Turns the image to face to the left
 */
public void faceNorthWest ()
{
    bearing = 'w';
    clipartImage = toolkit.getDefaultToolkit ().getImage ("WEST.GIF");
    grid.repaint ();
}

/**
 * Turns the image to face downwards
 */
public void faceSouth ()
{
    bearing = 'S';
    clipartImage = toolkit.getDefaultToolkit ().getImage ("SOUTH.GIF");
    grid.repaint ();
}
```
/**
 * Turns the image to face to the right
 */
public void faceSouthEast ()
{
    bearing = 'e';
    clipartImage = Toolkit.getDefaultToolkit ().getImage ("EAST.GIF");
    grid.repaint ();
}

/**
 * Turns the image to face downwards and left
 */
public void faceSouthWest ()
{
    bearing = 's';
    clipartImage = Toolkit.getDefaultToolkit ().getImage ("WEST.GIF");
    grid.repaint ();
}

/**
 * Turns the image to face to the right
 */
public void faceEast ()
{
    bearing = 'E';
    clipartImage = Toolkit.getDefaultToolkit ().getImage ("EAST.GIF");
    grid.repaint ();
}

/**
 * Turns the image to face to the left
 */
public void faceWest ()
{
    bearing = 'W';
    clipartImage = Toolkit.getDefaultToolkit ().getImage ("WEST.GIF");
    grid.repaint ();
}
* Moves the Image in the current direction
*/
public void move ()
{
    slowdown (grid.speedvalue);
    if (penON)
    {
        grid.showRect [x] [y] = true;
    }
    switch (bearing)
    {
        //North
        case 'N':
        {
            y = (y - grid.imgSize) % (grid.windowsize - 10);
            if (toroidal) // This is the condition for a toroidal grid - the
tortoise wraps around
            {
                if (y < 0)
                {
                    y = grid.windowsize - 3 * grid.imgSize;
                }
            }
            grid.repaint ();
            break;
        }

        //Northeast
        case 'n':
        {
            y = (y - grid.imgSize) % (grid.windowsize - 10);
            x = (x + grid.imgSize) % (grid.windowsize - 10);
            if (toroidal)
            {
                if (y < 0)
                {
                    y = grid.windowsize - 3 * grid.imgSize;
                }
            }
            grid.repaint ();
            break;
        }

        //Southeast
        case 'e':
        {
        }
y = (y + grid.imgSize) % (grid.windowsize - 10);
x = (x + grid.imgSize) % (grid.windowsize - 10);
if (y < 0)
{
    if (toroidal)
    {
        y = grid.windowsize - 3 * grid.imgSize;
    }
    grid.repaint();
    break;
}

// South
case 'S':
{
    y = (y + grid.imgSize) % (grid.windowsize - 10);
    if (y > grid.windowsize - 3 * grid.imgSize)
    {
        if (toroidal)
        {
            y = 0;
        }
        grid.repaint();
        break;
    }
}

// Southwest
case 's':
{
    y = (y + grid.imgSize) % (grid.windowsize - 10);
    x = (x - grid.imgSize) % (grid.windowsize - 10);

    if (y > grid.windowsize - 3 * grid.imgSize)
    {
        if (toroidal)
        {
            y = 0;
        }
        grid.repaint();
        break;
    }
}

// Northwest
case 'w':
{ 
    y = (y - grid.imgSize) % (grid.windowSize - 10);
    x = (x - grid.imgSize) % (grid.windowSize - 10);
    if (toroidal)
        { 
            if (y < 0)
                { 
                    y = grid.windowSize - 3 * grid.imgSize;
                }
        }
    grid.repaint();
    break;
}
//East
    case 'E':
        { 
            x = (x + grid.imgSize) % (grid.windowSize - 10);
            if (x > grid.windowSize - 3 * grid.imgSize)
                { 
                    if (toroidal)
                        { 
                            x = 0;
                        }
                }
        }
    grid.repaint();
    break;
}
//West
    case 'W':
        { 
            x = (x - grid.imgSize) % (grid.windowSize - 10);
            if (x < 0)
                { 
                    if (toroidal)
                        { 
                            x = x + grid.windowSize - 2 * grid.imgSize;
                        }
            }
        }
    grid.repaint();
    break;
}
Toolkit.getDefaultToolkit().sync();
/**
* Attaches a label which moves with the image
* @param String which displays a message attached to the tortoise
*/
public void says (String s)
{
    tlabel = s;
}

/**
* Flags the trail to ON
*/
public void pathOn ()
{
    penON = true;
}

/**
* Flags the trail to OFF
*/
public void pathOff ()
{
    penON = false;
}

/**
* Routine to cause a delay
*/
private void slowdown (int msecs)
{
    try
    {
        Thread.sleep (msecs);
    }
    catch (InterruptedException e)
    {
    }
}
Program Listing for Grid
/**
 * @version 1.0, 10/01/2003
 * @author Sinclair Tweedie
 * @modified 0815bc : started
 * @modified 0815bc : s
 */

// "imports" itemized on advice of Tom West, keynote speaker at the "Programming Symposium"
// Conference at St. John's College Johannesburg, September 16-18 2003
import java.awt.BorderLayout;
import java.awt.Color;
import java.awt.Graphics;
import java.awt.Graphics2D;
import java.awt.Image;
import java.awt.Panel;
import java.awt.Toolkit;
import java.awt.event.WindowAdapter;
import java.awt.event.WindowEvent;
import javax.swing.BorderFactory;
import javax.swing.JComponent;
import javax.swing.JFrame;
import javax.swing.JSlider;
import javax.swing.event.ChangeEvent;
import javax.swing.event.ChangeListener;

public class Grid extends JComponent{
    int windowsize = 300;  // Default window size
    int imgSize = 20;  // Display Area
    int speedvalue = 300;  // Initial "slowdown" factor
    int gridWidth = 20;  // Grid Column width within display area
    int gridHeight = 20;  // Grid Row width within display area
    int rowsAndCols = 12;  // Size of the square grid
    Color bkGrndColour = Color.pink;  // Background Coour
    Color pathColour = Color.red;  // Tortoise trail colour
    Color gridColour = Color.black;  // Gridlines colour
    boolean [][] showRect = new boolean [750] [750];  // Number of rectangles for filling
    Tortoise [][] tortoises;  // For several instances of Tortoise on one grid
    int numTortoises;  // Number of active instances of Tortoise

    /**
     * Constructs a grid
     * Default is size 20 with 12 rows and columns
     */
public Grid()
{
    JFrame frame = new JFrame("Ted the Tortoise");
    Panel content = new Panel(new BorderLayout());
    content.add((this, BorderLayout.CENTER);
    JSlider slider = new JSlider(); //Alternative:
    slider(JSliber.VERTICAL, 0, 30, 15);
    slider.set Bord er (BorderFactory.createTitledBorder("Alter Tortoise Speed by
    moving the Slider");
    slider.addChangeListener(new SliderListener());
    content.add(slider, BorderLayout.NORTH);
    frame.setSize((window size - (imgSize * 2 - 10)), (window size - (imgSize * 2 -
    70));
    frame.setLocation(10, 10); // Location on Screen
    frame.addWindowListener(new WindowAdapter()
    {
        public void windowClosing(WindowEvent e)
        {
            System.exit(0);
        }
    });
    cleanup();
    frame.setContentPane(content);
    frame.setVisible(true);
    // Maybe change this to a Vector in future versions
    tortoises = new Tortoise[100]; // 100 should be more than enough
    }

/**
 * Constructs a grid with 12 rows but scaled up or down
 * @param scale ranges from 10 to 50 and is validated within that range
 */

public Grid(int scale)
{
    JFrame frame = new JFrame("Ted the Tortoise");
Panel content = new Panel (new BorderLayout ());
content.add (this, BorderLayout.CENTER);

JSlider slider = new JSlider ();  //Alternative: JSlider(JSlider.VERTICAL, 0, 30, 15);
slider.setBorder (BorderFactory.createTitledBorder ("Alter Tortoise Speed by moving the Slider"));
slider.addChangeListener (new SliderListener ());
content.add (slider, BorderLayout.NORTH);
if (scale < 10)  // Force to 10-50 range, otherwise too big or too small
{
    scale = 10;
}
if (scale > 50)
{
    scale = 50;
}
windowsize = scale * 15;  // Display Area
gridWidth = scale;  // Grid Column width within display area
gridHeight = scale;  // Grid Column height within display area
imgSize = scale;  // Matching image size to fit within on grid square
frame.setSize ((windowsize - (imgSize * 2 - 10)), (windowsize - (imgSize * 2 - 70)));
frame.setLocation (10, 10);  // Location on Screen
frame.addWindowListener (new WindowAdapter ()
{
    public void windowClosing (WindowEvent e)
    {
        System.exit (0);
    }
});
cleanup ();
frame.setContentPane (content);
frame.setVisible (true);

tortoises = new Tortoise [100];
}  // Grid constructor with scale

/**
 * Constructs a grid with specified number of rows
* and the display size is also scaled up or down
* @param n the number of rows
* @param scale ranges from 10 to 50 and is validated within that range
*/

public Grid (int scale, int n)
{
    JFrame frame = new JFrame ("Ted the Tortoise");

    Panel content = new Panel (new BorderLayout ());
    content.add (this, BorderLayout.CENTER);

    JSlider slider = new JSlider ();    //Alternative : JSlider(JSlider.VERTICAL, 0,
    slider.setBorder (BorderFactory.createTitledBorder ("Alter Tortoise Speed by
    moving the Slider"));
    slider.addChangeListener (new SliderListener ());
    content.add (slider, BorderLayout.NORTH);
    if (scale < 10)
    {
        imgSize = 10;
    }
    if (scale > 50)
    {
        imgSize = 50;
    }

    // n is left unvalidated to see what students will try
    windowsize = scale * 15;    // Display Area
    gridWidth = (int) (windowsize / (n + 2));    // Grid Column width within display area
    gridHeight = (int) (windowsize / (n + 2));    // Grid Column height within display area
    imgSize = (int) (windowsize / (n + 2));    // Matching image size
    rowsAndCols = n - 1;

    frame.setSize ((windowsize - (imgSize * 2 - 10)), (windowsize - (imgSize * 2 - 70)));

    frame.setLocation (10, 10);    // Location on Screen

    frame.addWindowListener (new WindowAdapter ()
    {
        public void windowClosing (WindowEvent e)
        {
            System.exit (0);
        }
    });

85
cleanup();
frame.setContentPane (content);
frame.setVisible (true);

tortoises = new Tortoise [100];
} // Grid constructor with scale and row/column setting

/**
 * Paints the grid lines and fills the squares
 */

public void paint (Graphics g)
{
   // Graphics2D has improved functionality overall so may as well use it
   // Will have to in any case in later versions to do rotations of images
   Graphics2D gp = (Graphics2D) g;

   // Fill window
   gp.setColor (bkGrndColour);
   gp.fillRect (0, 0, windowsize, windowsize);

   // Draw the gridlines
   gp.setColor (gridColour);
   for (int lineX = 0 ; lineX <= (rowsAndCols + 1) * gridWidth ; lineX += gridWidth)
   {
      gp.drawLine (0, lineX, (rowsAndCols + 1) * gridWidth, lineX);
   }

   for (int lineY = 0 ; lineY <= (rowsAndCols + 1) * gridHeight ; lineY +=
       gridHeight)
   {
      gp.drawLine (lineY, 0, lineY, (rowsAndCols + 1) * gridHeight);
   }

   Toolkit.getDefaultToolkit ().sync ();

   // Draw the Tortoise trail
   gp.setColor (pathColour);
   for (int paintx = 0 ; paintx < windowsize ; paintx += gridWidth)
   {
      for (int painty = 0 ; painty < windowsize ; painty += gridHeight)
      {
         if (showRect [painty] [paintx])
         {
            gp.fillRect (painty, paintx, gridWidth, gridHeight);
         }
      }
   }


```java
Toolkit.getDefaultToolkit().sync();

// And for more than one instance of Tortoise
for (int count = 0; count < numTortoises; count++)
{
    tortoises[count].draw(g);
}
// paint method

/**
 * Adds an instance of Tortoise to the array
 * Increments the number of active instances
 * @param Tortoise instance
 */
public void addTortoise (Tortoise t)
{
    tortoises[numTortoises] = t;
    numTortoises++;
} // addTortoise method

/**
 * Changes the path colour
 */
public void setPathColour (Color c)
{
    pathColour = c;
} // setPathColour method

/**
 * Sets the grid squares to be blanked on repainting
 */
public void cleanup ()
{
    for (int x = 0 ; x < windowsize ; x += gridWidth)
    {
        for (int y = 0 ; y < windowsize ; y += gridHeight)
        {
            showRect [y] [x] = false;
        }
    }
    repaint ();
```
} // cleanup method

/**
 * Slider to change the speed
 */
class SliderListener implements ChangeListener
{
    public void stateChanged (ChangeEvent e)
    {
        JSlider source = (JSlider) e.getSource ();
        if (!source.getValueIsAdjusting ())
        {
            speedvalue = 1000 - (int) source.getValue () * 10;
        }
    }
} // Grid class
Appendix B

Javadoc file for Tortoise

Class Tree Deprecated Index Help

PREV CLASS NEXT CLASS
SUMMARY: INNER: FIELD CONSTR METHOD
FRAMES NO FRAMES
DETAIL: FIELD CONSTR METHOD

Class Tortoise

does nothing

public class Tortoise
extends java.lang.Object

Constructor Summary

Tortoise()
Constructs a tortoise Default image is an East-facing tortoise Direction is East

Tortoise(boolean t)
Constructs a tortoise Default image is an East-facing tortoise Direction is East

Tortoise(int scale)
Constructs a tortoise Default image is an East-facing tortoise Direction is East

Tortoise(int scale, int n)
Constructs a tortoise Default image is an East-facing tortoise Direction is East

Tortoise(java.lang.String imgName)
Constructs a tortoise Default image is an East-facing tortoise Direction is East

Method Summary

void Age(int data)
Sets the age of the Tortoise

void cleanup()
Clears the screen but leaves the turtle at present position

void draw(java.awt.Graphics g)
Displays the creature being used, default is a Tortoise Also handles "bumping" into the grid edges with two images
<table>
<thead>
<tr>
<th>Method</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td><code>faceEast()</code></td>
<td>Turns the image to face to the right</td>
</tr>
<tr>
<td><code>faceNorth()</code></td>
<td>Turns the image to face upwards</td>
</tr>
<tr>
<td><code>faceNorthEast()</code></td>
<td>Turns the image to face to the right</td>
</tr>
<tr>
<td><code>faceNorthWest()</code></td>
<td>Turns the image to face to the left</td>
</tr>
<tr>
<td><code>faceSouth()</code></td>
<td>Turns the image to face downwards</td>
</tr>
<tr>
<td><code>faceSouthEast()</code></td>
<td>Turns the image to face to the right</td>
</tr>
<tr>
<td><code>faceSouthWest()</code></td>
<td>Turns the image to face downwards and left</td>
</tr>
<tr>
<td><code>faceWest()</code></td>
<td>Turns the image to face to the left</td>
</tr>
<tr>
<td><code>getAge()</code></td>
<td>Gets the age of the Tortoise</td>
</tr>
<tr>
<td><code>getT(int xcoord, int ycoord)</code></td>
<td>Sets the x and y coordinate positions on the grid</td>
</tr>
<tr>
<td><code>move()</code></td>
<td>Moves the Image in the current direction</td>
</tr>
<tr>
<td><code>pathOff()</code></td>
<td>Flags the trail to OFF</td>
</tr>
<tr>
<td><code>pathOn()</code></td>
<td>Flags the trail to ON</td>
</tr>
<tr>
<td><code>path(java.lang.String s)</code></td>
<td>Attaches a label which moves with the image</td>
</tr>
<tr>
<td><code>setPathColour(java.awt.Color c)</code></td>
<td>Sets the existing tortoise track colour</td>
</tr>
<tr>
<td><code>showInfo()</code></td>
<td>Displays Tortoise's age</td>
</tr>
<tr>
<td><code>turn()</code></td>
<td>turns 90 degrees clockwise</td>
</tr>
</tbody>
</table>
Methods inherited from class java.lang.Object

close, equals, finalize, getClass, hashCode, notify, notifyAll, toString, wait, wait, wait

Constructor Detail

Tortoise

public Tortoise()
    Constructs a tortoise Default image is an East-facing tortoise Direction is East

Tortoise

public Tortoise(boolean t)
    Constructs a tortoise Default image is an East-facing tortoise Direction is East
Parameters:
t - Boolean value (true) for movement to be toroidal

Tortoise

public Tortoise(java.lang.String imgName)
    Constructs a tortoise Default image is an East-facing tortoise Direction is East
Parameters:
imgName - String representing the Image name and Extension For example "EAST.GIF"

Tortoise

public Tortoise(int scale)
    Constructs a tortoise Default image is an East-facing tortoise Direction is East
Parameters:
scale - Integer giving a size validated to the range 10 to 50

Tortoise

public Tortoise(int scale, int n)
    Constructs a tortoise Default image is an East-facing tortoise Direction is East
Parameters:
scale - Integer giving a grid size validated to the range 10 to 50
n - Integer giving the number of rows (and columns) in the grid
draw

public void draw(java.awt.Graphics g)
    Displays the creature being used, default is a Tortoise Also handles "bumping" into
    the grid edges with two images

AgeIs

public void Agels(int data)
    Sets the age of the Tortoise

getAge

public int getAge()
    Gets the age of the Tortoise

showInfo

public void showInfo()
    Displays Tortoise's age

setPathColour

public void setPathColour(java.awt.Color c)
    Sets the existing tortoise track colour
    Parameters:
    c - The colour of the path

cleanup

public void cleanup()
    Clears the screen but leaves the turtle at present position

goTo

public void goTo(int xcoord,
    int ycoord)
    Sets the x and y coordinate positions on the grid

turn

public void turn()
turns 90 degrees clockwise

faceNorth

public void faceNorth()
    turns the image to face upwards

faceNorthEast

public void faceNorthEast()
    turns the image to face to the right

faceNorthWest

public void faceNorthWest()
    turns the image to face to the left

faceSouth

public void faceSouth()
    turns the image to face downwards

faceSouthEast

public void faceSouthEast()
    turns the image to face to the right

faceSouthWest

public void faceSouthWest()
    turns the image to face downwards and left

faceEast

public void faceEast()
    turns the image to face to the right

faceWest

public void faceWest()
    turns the image to face to the left
move

public void move()
    Moves the Image in the current direction

says

public void says(java.lang.String s)
    Attaches a label which moves with the image
    Parameters:
    String - which displays a message attached to the tortoise

pathOn

public void pathOn()
    Flags the trail to ON

pathOff

public void pathOff()
    Flags the trail to OFF
Javadoc file for Grid

Class Grid

java.lang.Object

| +java.awt.Component
  | +java.awt.Container
  | +javax.swing.JComponent

+ Grid

All Implemented Interfaces:

public class Grid
extends javax.swing.JComponent

See Also:
  Serialized Form

Inner classes inherited from class javax.swing.JComponent

javax.swing.JComponent.AccessibleJComponent

Inner classes inherited from class java.awt.Container

java.awt.Container.AccessibleAWTContainer

Inner classes inherited from class java.awt.Component

java.awt.Component.AccessibleAWTComponent

Fields inherited from class javax.swing.JComponent

accessibleContext, listenerList, TOOL_TIP_TEXT_KEY, ui, UNDEFINED_CONDITION,
WHEN_ANCESTOR_OF_FOCUSED_COMPONENT, WHEN_FOCUSED,
WHEN_IN_FOCUSED_WINDOW
Fields inherited from class java.awt.Component

| TOP_ALIGNMENT, CENTER_ALIGNMENT, LEFT_ALIGNMENT, RIGHT_ALIGNMENT, |
| BOTTOM_ALIGNMENT, CENTER_ALIGNMENT, LEFT_ALIGNMENT, RIGHT_ALIGNMENT, |

Fields inherited from interface java.awt.image.ImageObserver

| ABORT, ALLBITS, ERROR, FRAMEBITS, HEIGHT, PROPERTIES, SOMEBITS, WIDTH |

Constructor Summary

**Grid()**
Constructs a grid Default is size 20 with 12 rows and columns

**Grid(int scale)**
Constructs a grid with 12 rows but scaled up or down

**Grid(int scale, int n)**
Constructs a grid with specified number of rows and the display size is also scaled up or down

Method Summary

**void addTurtle(Tortoise t)**
Adds an instance of Tortoise to the array Increments the number of active instances

**void cleanup()**
Sets the grid squares to be blanked on repainting

**void paint(java.awt.Graphics g)**
Paints the grid lines and fills the squares

**void setPathColour(java.awt.Color c)**
Changes the path colour

Methods inherited from class javax.swing.JComponent

addAncestorListener, addNotify, addPropertyChangeListener, addPropertyChangeListener,
addVetoableChangeListener, computeVisibleRect, contains, createToolTip, disable, enable,
firePropertyChange, firePropertyChange, firePropertyChange, firePropertyChange,
firePropertyChange, firePropertyChange, firePropertyChange, firePropertyChange,
firePropertyChange, fireVetoableChange, getAccessibleContext, getActionForKeyStroke,
getActionMap, getAlignmentX, getAlignmentY, getAutoscrolls, getBorder, getBounds,
getClientProperty, getComponentGraphics, getConditionForKeyStroke, getDebugGraphicsOptions.
Methods inherited from class java.awt.Container

add, add, add, add, add, addContainerListener, addImpl, countComponents, deliverEvent, 
doLayout, findComponentAt, findComponentAt, getComponentAt, getComponentAt; 
getComponentAt, getComponentAt, getComponentCount, getComponents, getLayout, insets, invalidate, 
isAncestorOf, layout, list, list, locate, minimumSize, paintComponents, preferredSize, 
printComponents, processComponentEvent, processEvent, remove, remove, removeAll, 
removeComponentListener, setLayout, validate, validateTree

Methods inherited from class java.awt.Component

action, add, addComponentListener, addFocusListener, addHierarchyListener, 
addHierarchyListener, addInputMethodListener, addKeyListener, addMouseListener, 
addMouseListener, bounds, checkImage, checkImage, coalesceEvents, contains, 
createImage, createImage, disableEvents, dispatchEvent, enable, enableEvents, 
ableInputMethods, getBackground, getBounds, getColorModel, getComponentOrientation, 
getCursor, getDropTarget, getFont, getFontMetrics, getForeground, getGraphicsConfiguration, 
getInputContext, getInputMethodRequests, getLocale, getLocation, getLocationsOnScreen.
getName, getParent, getPeer, getSize, getToolkit, getFocus, handleEvent, imageUpdate, inside, isDisplayable, isEnabled, isLightweight, isShowing, isValid, isVisible, keyDown, keyUp, list, location, lostFocus, mouseDrag, mouseEnter, mouseExit, mouseMove, mouseUp, move, nextFocus, paintAll, paintEvent, prepareImage, prepareImage, processComponentEvent, processHierarchyBoundsEvent, processHierarchyEvent, processInputMethodEvent, processMouseEvent, remove, removeComponentListener, removeFocusListener, removeHierarchyBoundsListener, removeHierarchyListener, removeInputMethodListener, removeKeyListener, removeMouseListener, removeMouseMotionListener, repaint, repaint, repaint, resize, setBounds, setBounds, setComponentOrientation, setCursor, setDropTarget, setLocation, setName, setSize, setName, setSize, show, show, size, toString, transferFocus

Methods inherited from class java.lang.Object
done, equals, finalize, getClass, hashCode, notify, notifyAll, wait, wait, wait

Constructor Detail
Grid

public Grid()
Constructs a grid Default is size 20 with 12 rows and columns

Grid

public Grid(int scale)
Constructs a grid with 12 rows but scaled up or down
Parameters:
scale - ranges from 10 to 50 and is validated within that range

Grid

public Grid(int scale, int n)
Constructs a grid with specified number of rows and the display size is also scaled up or down
Parameters:
n - the number of rows
scale - ranges from 10 to 50 and is validated within that range

Method Detail
public void paint(Graphics g)
    Paints the grid lines and fills the squares
    Overrides:
    paint in class java.awt.Graphics

public void addTortoise(T tortoise)
    Adds an instance of Tortoise to the array Increments the number of active instances
    Parameters:
    Tortoise - instance

public void setPathColour(Color c)
    Changes the path colour

public void cleanup()
    Sets the grid squares to be blanked on repainting
Appendix C

Program Listing for the Please Class

```java
import java.io.*;
import java.util.*;

public class Please {

private static String Tokenizer ST;
private static BufferedReader BR = 
    new BufferedReader(new InputStreamReader(System.in));
private static String PadChar = "0000000000000000000000"
/
* Displays information on the variety of available types covered by methods in this
* class
*
public static String helpme ()
{
    System.out.println("int - An integer, range is from " + Integer.MAX_VALUE + "
to " + Integer.MIN_VALUE);
    System.out.println("short - An integer, range is from " + Short.MAX_VALUE + "
to " + Short.MIN_VALUE);
    System.out.println("byte - An integer, range is from " + Byte.MAX_VALUE + "
to " + Byte.MIN_VALUE);
    System.out.println("long - An integer, range is from " + Long.MAX_VALUE + "
to " + Long.MIN_VALUE);
    System.out.println();
    System.out.println("double - A decimal, in the range from " +
Double.MAX_VALUE + " to " + Double.MIN_VALUE);
    System.out.println("float - A decimal, in the range from " + Float.MAX_VALUE + " to " + Float.MIN_VALUE);
    System.out.println();
    System.out.println("char - A Unicode character");
    System.out.println("String - A bunch of characters such as a word, name, address
or sentence\n");
    System.out.println("You can format the output to screen for a decimal (declared as
a double)\n");
    System.out.println("e.g. if n = 7.123456789\n");
    System.out.println(" then using Please.tidyup(n,2) n displays as 7.12\n");
    System.out.println(" and Please.tidyup(n,7,2) n displays as 7.120000\n");
    System.out.println("You can also use a different padding character\n");
    char q = ";
    System.out.println("e.g. Please.ChangePaddingTo(" + q + "+#" + q + ") - will use
spaces\n");

```
System.out.println(" and then using Please.tidyup(n,7,2) n will now display as 7.12\\n");
   return " ";
}

/**
 * Class Method to input a String
 */
public static String get String () throws IOException
{
   try
   {
      return BR.readLine().trim();
   }
   catch (IOException e)
   {
      System.err.println("Please try again - there was something I didn't understand in your string");
      return " ";
   }
}

/**
 * Class Method to input a Character
 */
public static char getLetter () throws IOException
{
   try
   {
      String s = BR.readLine().trim();
      return s.charAt (0);
   }
   catch (IOException e)
   {
      System.err.println("Please try again - getLetter only accepts a single character");
      return ' ';  
   }
}

/**
 * Class Method to input an Integer.
 */
public static int getNumber () throws IOException
{
    try
    {
        StringTokenizer ST = new StringTokenizer (BR.readLine ().trim ());
        return Integer.parseInt (ST.nextToken ());
    }
    catch (NumberFormatException nfe)
    {
        System.err.println ("Please try again - getNumber only accepts integers");
    }
    return 0;
}

public static long getLongInteger () throws IOException
{
    try
    {
        StringTokenizer ST = new StringTokenizer (BR.readLine ().trim ());
        return new Long (ST.nextToken ());
    }
    catch (NumberFormatException nfe)
    {
        System.err.println ("Please try again - getNumber only accepts integers of type: long");
    }
    return 0;
}
public static long getLongInteger() throws IOException
{
    try
    {
        StringTokenizer ST = new StringTokenizer(BR.readLine(), trim());
        return new Long(ST.nextToken()).longValue();
    }
    catch (NumberFormatException nfe)
    {
        System.err.println("Please try again - getDecimal only gets numbers of type: double");
    }
    return 0;
}

/**
 * Class Method to input a Short integer
 */
public static short getShortInteger() throws IOException
{
    try
    {
        StringTokenizer ST = new StringTokenizer(BR.readLine(), trim());
        return Short.parseShort(ST.nextToken());
    }
    catch (NumberFormatException nfe)
    {
        System.err.println("Please try again - getNumber only accepts integers of type: short");
    }
    return 0;
}

public static long getShortInteger() throws IOException
{
    try
    {
        StringTokenizer ST = new StringTokenizer(BR.readLine(), trim());
        return Short.parseShort(ST.nextToken());
    }
    catch (NumberFormatException nfe)
    {
        System.err.println("Please try again - getDecimal only gets numbers of type: double");
    }
}
/**
 * Class Method to input a Byte
 */
public static byte getByte() throws IOException {
    try {
        StringTokenizer ST = new StringTokenizer (BR.readLine().trim ());
        return Byte.parseByte (ST.nextToken ());
    } catch (NumberFormatException nfe) {
        System.err.println ("Please try again - getNumber only accepts integers of type: byte");
        return 0;
    }
}

//public static long getByte() throws IOException {
//[try
//{[try
//    StringTokenizer ST = new StringTokenizer (BR.readLine().trim ());
//    return new Byte (ST.nextToken()).byteValue();
//} catch (NumberFormatException nfe) {
//    System.err.println ("Please try again - getDecimal only accepts numbers of type: double");
//    return 0;
//}

/**
 * Class Method to input a double
 */
public static double getDecimal() throws IOException {
    try {
        StringTokenizer ST = new StringTokenizer (BR.readLine().trim ());
        return Double.parseDouble (ST.nextToken());
    }
}
catch (NumberFormatException nfe) {
    System.err.println("Please try again - getDecimal only gets numbers of type: double");
    return 0;
}

//public static double getDecimal() throws IOException
//{
//    try
//    {
//        StringTokenizer ST = new StringTokenizer(br.readLine(), trim());
//        return new Double(ST.nextToken()).doubleValue();
//    }
//    catch (NumberFormatException nfe)
//    {
//        System.err.println("Please try again - getDecimal only gets numbers of type: double");
//    }
//    return 0;
//}

/**
* Class Method to input a Float
*/

public static double getFloat() throws IOException
{
    try
    {
        StringTokenizer ST = new StringTokenizer(br.readLine(), trim());
        return Float.parseFloat(ST.nextToken());
    }
    catch (NumberFormatException nfe)
    {
        System.err.println("Please try again - getDecimal only gets numbers of type: double");
    }
    return 0;
}

//public static double getFloat() throws IOException
//{
//    try
//    {
//        String s = br.readLine().trim();
//        return Float.parseFloat(s);
//    }
//    catch (NumberFormatException nfe)
//    {
//        System.err.println("Please try again - getDecimal only gets numbers of type: double");
//    }
//    return 0;
//}
```java
// StringTokenizer ST = new StringTokenizer (BR.readLine ().trim ());
// return new Float (ST.nextToken ().floatValue ());
// }
// catch (NumberFormatException nfe)
// {
// System.err.println ("Please try again - getDecimal only gets numbers of type:
double");
// }
// return 0;
// }

/**
 * Class method to open a file for reading
 * @param filename String giving the file specification
 * @return BufferedReader for the specified file
 */
public static BufferedReader openFile (String filename) throws FileNotFoundException
// Public - to allow for external and internal use
{
    return new BufferedReader (new FileReader (filename));
}

/**
 * Class method to read all of the data from a file
 * @return BufferedReader for the specified file
 */
public static void showAllFromFile (String filename) throws FileNotFoundException, IOException
{
    BufferedReader infile = openFile (filename);
    while (infile.ready ())
    {
        String data = infile.readLine ();
        System.out.println (data);
    }
    infile.close ();
}

/**
 * Class method to read all of the data from a file and place it into an array of Strings
 * @param String giving the file specification
 * @return Array of Strings containing the content of the file
 */
```
public static String[] getAliFromFile (String filename) throws FileNotFoundException, IOException {
    BufferedReader infile = openFile (filename);
    String[] data = new String [100];
    int i = 0;
    while (infile.ready ()) {
        data [i++] = infile.readLine ();
    }
    return data;
}

/**
 * Class method to create a new file for writing
 */
public static BufferedWriter makeNewFile (String filename) throws IOException {
    return new BufferedWriter (new FileWriter (filename));
}

/**
 * Class method to format a double to a given number of decimal places
 * @param n The number (as a double) to format
 * @param d The number of decimal places
 * @return The number as a string
 */
public static String tidyup (double n, int d) {
    int l = Double.toString (n).length ();
    int pt = Double.toString (n).indexOf (".");
    int de = l - pt;
    if (de > d) {
        return Double.toString (n).substring (0, Double.toString (n).indexOf (".") + d + 1);
    } else {
        return Double.toString (n);
    }
}
/**
 * Class method to format a double to a given number of decimal places
 * @param n The number (as a double) to format
 * @param l The overall length of the final displayed number
 * @param d The number of decimal places
 * @return The number as a string
 */
public static String tidyup (double n, int l, int d)
{
    if(l <= d)
    {
        return Double.toString (n);
    }
    else
    {
        String str = Double.toString (n).substring (0, Double.toString (n).indexOf ("." ) + d + 1);
        if(l > str.length ( ) )
        {
            return Double.toString (n).substring (0, Double.toString (n).indexOf ("." ) + d + 1) + PadChar.substring (0, l - (Double.toString (n).indexOf ("." ) + d + 1));
        }
        else
        {
            return str;
        }
    }
}

/**
 * Class method to change the padding for a double from the default zeroes to a given character
 * @param ch The character to use for padding
 */
public static void ChangePaddingTo (String ch)
{
    PadChar = ch.substring (0, 0);
    for (int i = 0 ; i < 20 ; i++)
    {
        PadChar = PadChar + ch;
    }
}
Appendix D

Javadoc files for Please Class

Class Please

java.lang.Object

+ Please

public class Please
extends java.lang.Object

Constructor Summary

Please()

Method Summary

static void ChangePaddingTo(java.lang.String ch)
   Class method to change the padding for a double from the default zeroes to a given character

static java.lang.String[] getAllFromfile(java.lang.String file name)
   Class Method to read all of the data from a file and place it into an array of Strings

static byte getByte()
   Class Method to input a Byte

static double getDecimal()
   Class Method to input a double

static double getFloat()
   Class Method to input a Float

static char getLetter()
   Class Method to input a Character

static long getLongInteger()
   Class Method to input a Long Integer
static int getNumber()
    Class Method to input an Integer

static short getShortInteger()
    Class Method to input a Short integer

static java.lang.String getString()
    Class Method to input a String

static java.lang.String helpme()
    Displays information on the variety of available types covered by methods in this class

static java.io.BufferedWriter makeNewFile(java.lang.String filename)
    Class method to create a new file for writing

static java.io.BufferedReader openFile(java.lang.String filename)
    Class method to open a File for reading

static void showAllFromFile(java.lang.String filename)
    Class Method to read all of the data from a file

static java.lang.String toDouble(double n, int d)
    Class method to format a double to a given number of decimal places

static java.lang.String toDouble(double n, int l, int d)
    Class method to format a double to a given number of decimal places

Methods inherited from class java.lang.Object
clone, equals, finalize, getClass, hashCode, notify, notifyAll, toString, wait, wait, wait

Constructor Detail
Please

public Please()

Method Detail
helpme

public static java.lang.String helpme()
    Displays information on the variety of available types covered by methods in this class
getString

public static java.lang.String getString()
    throws java.io.IOException
Class Method to input a String

getLetter

public static char getLetter()
    throws java.io.IOException
Class Method to input a Character

getNumber

public static int getNumber()
    throws java.io.IOException
Class Method to input an Integer

getLongInteger

public static long getLongInteger()
    throws java.io.IOException
Class Method to input a Long Integer

getShortInteger

public static short getShortInteger()
    throws java.io.IOException
Class Method to input a Short Integer

getByte

public static byte getByte()
    throws java.io.IOException
Class Method to input a Byte

getDecimal

public static double getDecimal()
    throws java.io.IOException
Class Method to input a double
getFloat

public static double getFloat()
    throws java.io.IOException
Class method to input a Float

openFile

public static java.io.BufferedReader openFile(java.lang.String filename)
    throws java.io.FileNotFoundException
Class method to open a file for reading
Parameters:
filename - String giving the file specification
Returns:
BufferedReader for the specified file

showAllFromFile

public static void showAllFromFile(java.lang.String filename)
    throws java.io.FileNotFoundException, java.io.IOException
Class method to read all of the data from a file
Returns:
BufferedReader for the specified file

getAllFromFile

public static java.lang.String[] getAllFromFile(java.lang.String filename)
    throws java.io.FileNotFoundException, java.io.IOException
Class method to read all of the data from a file and place it into an array of Strings
Parameters:
String - giving the file specification
Returns:
Array of Strings containing the content of the file

makeNewFile

public static java.io.BufferedReader makeNewFile(java.lang.String filename)
    throws java.io.IOException
Class method to create a new file for writing
public static java.lang.String tidyup(double n, int d)

Class method to format a double to a given number of decimal places

Parameters:
- n - The number (as a double) to format
- d - The number of decimal places

Returns:
The number as a string

public static java.lang.String tidyup(double n, int l, int d)

Class method to format a double to a given number of decimal places

Parameters:
- n - The number (as a double) to format
- l - The overall length of the final displayed number
- d - The number of decimal places

Returns:
The number as a string

public static void ChangePaddingTo(java.lang.String ch)

Class method to change the padding for a double from the default zeroes to a given character.

Parameters:
- ch - The character to use for padding
Appendix E

Questionnaire 1

Q.1. How would you get a tortoise called "Thabo" to draw this rectangle on the screen? Just give the movement instructions.

```java
public......

.............

{}

Put the movement instructions just below HERE
```

Q.2. The following program might not work. It might give errors when we try to run it. If you think it will run correctly then say that you think it is OK. If NOT then correct it by adding in lines and/or removing lines and/or changing lines.

```java
public class Tortoisetry
import Tortoise;
import java.awt.*;
{
    public static void main (String [] args)
    {
        pathOn ();
        setPosition (1, 1);
        faceEast ();
        move ();
        move ();
        turn();
    }
}
```

Q.3. The following is a section of a program. It allows me to get a tortoise called "Betty" to move to the top left of the screen before she starts drawing a pattern but it is a rather long way to do this. What is the most efficient method to get Betty to get to the starting position?
Q.4. The following is a section of a program which does run properly. It seems like a lot of lines of code to have to type. What is the best way of doing this? Suggest a method or change the lines of code.

```java
public class Tortoisetry
import Tortoise.*;
import java.awt.*;
{
    public static void main (String [] args)
    {
        betty.pathOff();
        betty.turn();
        betty.move();
        betty.move();
        betty.move();
        betty.move();
        betty.move();
        betty.move();
        betty.move();
        betty.move();
        betty.move();
        betty.move();
        betty.move();
        betty.move();
        betty.turn();
        betty.pathOut();
    }
}
```

Q.5. A Tortoise has three new methods called makeSquare, makeCross and makeTriangle.

- **makeSquare** draws a solid Square,
- **makeCross** draws a solid cross and
- **makeTriangle** draws a solid triangle.

Write the lines of code which would draw the shape shown below.
Q.6. Write the lines of code which would draw the shape shown below.

```java
public class Tortoisettry
import Tortoise.*;
import java.awt.*;
{
    public static void main (String [] args)
    {
        ..................
        ..................
    }
}
```

Q.7. Write the lines of code which would draw the shape shown below.

```java
public class Tortoisettry
import Tortoise.*;
import java.awt.*;
{
    public static void main (String [] args)
    {
        ..................
        ..................
    }
```


public class TortoiseTry
import Tortoise.*;
import java.awt.*;
{
    public static void main(String[] args)
    {
                    
    
}

Q.8. Ted the tortoise has a friend called Betty. Betty isn't a Tortoise, she is a ScreenBug. She
can't draw trails or move or turn but she can do lots of good stuff like putting messages on
the screen and she can do some mathematics like adding and subtracting.

Any ScreenBug has several methods at their disposal two of them are: “add(a,b)” and
“show()”:

add(a,b) - adds any two numbers. (The first number is “a” and the second
number is “b”)
show( ) - displays anything that is inside the brackets on the screen.

Write a short program which creates a ScreenBug called Betty, adds two numbers and
shows the answer on the screen.

public class ScreenBugtry
import java.awt.*;
{
    public static void main(String[] args)
    {
    
    }

Q.9. When you started programming what was the easiest thing to do?

Q.10. When you were programming what was the most difficult thing to do?

Q.11. What was the thing that you found to be the most strange? (You can give more than one
example)
<table>
<thead>
<tr>
<th>Q.12</th>
<th>What did the tortoise do the best?</th>
</tr>
</thead>
<tbody>
<tr>
<td>Q.13</td>
<td>What else should tortoises be able to do?</td>
</tr>
</tbody>
</table>
Questionnaire 2

Questionnaire 2 Grade 9 Class

Q.1. How would you get the tortoise to draw this rectangle on the screen in the most efficient way?

Q.2. Every Java Tortoise program needs certain lines of code otherwise it doesn't work. It will give errors when we try to run it. What are these vital instructions?

```java
public class Tortoise {
    public static void main(String[] args) {
        // Write the different options below here
    }
}
```

Q.3. When you create a new tortoise, what options do you have and how do you access them?

```java
public class Tortoise {
    import Tortoise.*;
    import java.awt.*;
    public static void main(String[] args) {
        // Write the different options below here
    }
}
```

Q.4. What is the best way of writing a program to get a tortoise to repeat some actions over and over again? Comment below and give an example if you think it's suitable. (You don't need to write a whole program)
Q.5. A Tortoise has three new methods called makeSquare, makeCross and makeTriangle.

makeSquare draws a solid Square,
makeCross draws a solid cross and
makeTriangle draws a solid triangle.

Write the lines of code which would draw the shape shown below.

```java
public class Tortoise {
    public static void main(String[] args) {
        // Code to draw the shape
    }
}
```

Q.6. Write the lines of code which would draw the shape shown below.
Q.7. Write the lines of code which would draw the shape shown below.

```java
public class TortoiseTry {
    import Tortoise.*;
    import java.awt.*;
    public static void main (String [] args) {
        ..........................................................
        ..........................................................
    }
}
```
Q.8. Ted the tortoise has a friend called Betty. Betty isn’t a Tortoise, she is a ScreenBug. She can’t draw trails or move or turn but she can do lots of good stuff like putting messages on the screen and she can do some mathematics like adding and subtracting.

Any ScreenBug has several methods at their disposal – two of them are: “add(a,b)” and “show()”.

- `add(a,b)` adds any two numbers. (The first number is “a” and the second number is “b”)
- `show()` displays anything that is inside the brackets on to the screen.

Write a short program which creates a ScreenBug called Betty, adds two numbers and shows the answer on the screen.

```java
public class ScreenBugtry {
    import java.awt.*;
    public static void main(String [] args) {
        // Your code here
    }
}
```

Q.9. When you were programming what did you enjoy doing?

Q.10. When did you learn from programming?
Appendix F

The Ready IDE from Holt Software

"Ready" is designed as a stand-alone IDE and is aimed at running independently of JDK. It also provides basic templates which may be used to provide a framework of basic setup commands to get going on a program. The package is free to schools.

The primary constituent of the HSA package (Holt Software Associates) is the Console class which provides a stand-alone environment for simple input and output in a standard window. The Ready IDE provides standard templates for standard applications and applets and applications utilizing the Console class. Output may be saved or printed.
Appendix G Tables

Table 1 – Results Spreadsheet

<table>
<thead>
<tr>
<th>Grade</th>
<th>Before</th>
<th>After</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>G</td>
<td>3</td>
<td>2</td>
<td>5</td>
</tr>
<tr>
<td>H</td>
<td>4</td>
<td>3</td>
<td>7</td>
</tr>
<tr>
<td>I</td>
<td>5</td>
<td>4</td>
<td>9</td>
</tr>
<tr>
<td>J</td>
<td>6</td>
<td>5</td>
<td>11</td>
</tr>
<tr>
<td>K</td>
<td>7</td>
<td>6</td>
<td>13</td>
</tr>
</tbody>
</table>

Note: The table continues with more entries, showing the results spread across different grades.
Table 2 - 9R Contingency Tables

<table>
<thead>
<tr>
<th>GRADE 9R</th>
<th>Q.1</th>
<th></th>
<th>Q.2</th>
<th></th>
<th>Q.3</th>
<th></th>
<th>Q.4</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Result</strong></td>
<td><strong>Before</strong></td>
<td><strong>After</strong></td>
<td><strong>Not Able</strong></td>
<td><strong>Total</strong></td>
<td><strong>Before</strong></td>
<td><strong>After</strong></td>
<td><strong>Not Able</strong></td>
</tr>
<tr>
<td>Able</td>
<td>22</td>
<td>10</td>
<td>13</td>
<td>4</td>
<td>5</td>
<td>0</td>
<td>5</td>
</tr>
<tr>
<td>Not Able</td>
<td>4</td>
<td>7</td>
<td>17</td>
<td>22</td>
<td>12</td>
<td>15</td>
<td>27</td>
</tr>
<tr>
<td><strong>Total</strong></td>
<td>26</td>
<td>17</td>
<td>40</td>
<td>28</td>
<td>16</td>
<td>15</td>
<td>31</td>
</tr>
</tbody>
</table>

\[ \chi^2 = 0.2 \]

Not Significant

| **Result** | **Before** | **After** | **Not Able** | **Total** | **Before** | **After** | **Not Able** | **Total** |
| Able | 8 | 1 | 9 | 26 | 3 | 0 | 3 | 26 |
| Not Able | 10 | 10 | 20 | 28 | 13 | 13 | 26 | 28 |
| Total | 18 | 11 | 29 | 28 | 16 | 13 | 29 | 28 |

\[ \chi^2 = 8.1 \]

Significant

| **Result** | **Before** | **After** | **Not Able** | **Total** | **Before** | **After** | **Not Able** | **Total** |
| Able | 5 | 0 | 5 | 11 | 3 | 0 | 3 | 11 |
| Not Able | 5 | 17 | 22 | 28 | 22 | 3 | 25 | 28 |
| Total | 10 | 17 | 27 | 28 | 25 | 3 | 28 | 28 |

\[ \chi^2 = 4.2 \]

Significant

| **Result** | **Before** | **After** | **Not Able** | **Total** | **Before** | **After** | **Not Able** | **Total** |
| Able | 3 | 0 | 3 | 10 | 1 | 27 | 28 |
| Not Able | 22 | 3 | 25 | 28 | 14 | 16 | 28 | 28 |
| Total | 25 | 3 | 28 | 28 | 14 | 16 | 28 | 28 |

\[ \chi^2 = 20 \]

Significant

| **Result** | **Before** | **After** | **Not Able** | **Total** | **Before** | **After** | **Not Able** | **Total** |
| Able | 1 | 1 | 2 | 2 | 1 | 2 | 3 | 3 |
| Not Able | 0 | 0 | 0 | 0 | 1 | 27 | 28 | 28 |
| Total | 1 | 1 | 3 | 3 | 1 | 27 | 28 | 28 |

\[ \chi^2 = 0 \]

Not Significant
### Table 3 – 9E Contingency Tables

#### GRADE 9E

<table>
<thead>
<tr>
<th>Q.1.</th>
<th>Result Before</th>
<th>Able</th>
<th>Not Able</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>Able</td>
<td>15</td>
<td>1</td>
<td></td>
<td>16</td>
</tr>
<tr>
<td>Not Able</td>
<td>6</td>
<td>5</td>
<td></td>
<td>11</td>
</tr>
<tr>
<td>Total</td>
<td>21</td>
<td>6</td>
<td></td>
<td>27</td>
</tr>
</tbody>
</table>

$X^2$ 2.3

Not Significant

<table>
<thead>
<tr>
<th>Q.5.</th>
<th>Result Before</th>
<th>Able</th>
<th>Not Able</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>Able</td>
<td>4</td>
<td>2</td>
<td></td>
<td>6</td>
</tr>
<tr>
<td>Not Able</td>
<td>10</td>
<td>13</td>
<td></td>
<td>23</td>
</tr>
<tr>
<td>Total</td>
<td>14</td>
<td>13</td>
<td></td>
<td>27</td>
</tr>
</tbody>
</table>

$X^2$ 8.1

Significant

#### Q.2.

<table>
<thead>
<tr>
<th>Result Before</th>
<th>Able</th>
<th>Not Able</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>Able</td>
<td>5</td>
<td>3</td>
<td>8</td>
</tr>
<tr>
<td>Not Able</td>
<td>10</td>
<td>9</td>
<td>19</td>
</tr>
<tr>
<td>Total</td>
<td>15</td>
<td>12</td>
<td>27</td>
</tr>
</tbody>
</table>

$X^2$ 2.8

Not Significant

#### Q.3.

<table>
<thead>
<tr>
<th>Result Before</th>
<th>Able</th>
<th>Not Able</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>Able</td>
<td>0</td>
<td>7</td>
<td>7</td>
</tr>
<tr>
<td>Not Able</td>
<td>1</td>
<td>19</td>
<td>20</td>
</tr>
<tr>
<td>Total</td>
<td>1</td>
<td>26</td>
<td>27</td>
</tr>
</tbody>
</table>

$X^2$ 3.1

Not Significant

#### Q.4.

<table>
<thead>
<tr>
<th>Result Before</th>
<th>Able</th>
<th>Not Able</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>Able</td>
<td>1</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>Not Able</td>
<td>7</td>
<td>19</td>
<td>26</td>
</tr>
<tr>
<td>Total</td>
<td>8</td>
<td>19</td>
<td>27</td>
</tr>
</tbody>
</table>

$X^2$ 5.1

Significant

#### Q.6.

<table>
<thead>
<tr>
<th>Result Before</th>
<th>Able</th>
<th>Not Able</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>Able</td>
<td>4</td>
<td>2</td>
<td>6</td>
</tr>
<tr>
<td>Not Able</td>
<td>7</td>
<td>14</td>
<td>21</td>
</tr>
<tr>
<td>Total</td>
<td>11</td>
<td>16</td>
<td>27</td>
</tr>
</tbody>
</table>

$X^2$ 1.8

Not Significant

#### Q.7.

<table>
<thead>
<tr>
<th>Result Before</th>
<th>Able</th>
<th>Not Able</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>Able</td>
<td>2</td>
<td>1</td>
<td>3</td>
</tr>
<tr>
<td>Not Able</td>
<td>9</td>
<td>18</td>
<td>24</td>
</tr>
<tr>
<td>Total</td>
<td>11</td>
<td>16</td>
<td>27</td>
</tr>
</tbody>
</table>

$X^2$ 4.9

Significant

#### Q.8.

<table>
<thead>
<tr>
<th>Result Before</th>
<th>Able</th>
<th>Not Able</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>Able</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Not Able</td>
<td>1</td>
<td>26</td>
<td>27</td>
</tr>
<tr>
<td>Total</td>
<td>1</td>
<td>26</td>
<td>27</td>
</tr>
</tbody>
</table>

$X^2$ 0

Not Significant
### Table 4 - 9D Contingency Tables

<table>
<thead>
<tr>
<th>GRADE 9D</th>
<th>Q.1</th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Result</td>
<td>Before</td>
<td>Able</td>
<td>Not</td>
<td>Total</td>
</tr>
<tr>
<td>Able</td>
<td>3</td>
<td>0</td>
<td>14</td>
<td>16</td>
</tr>
<tr>
<td>Not Able</td>
<td>2</td>
<td>14</td>
<td>16</td>
<td>18</td>
</tr>
<tr>
<td>Total</td>
<td>5</td>
<td>14</td>
<td>16</td>
<td>19</td>
</tr>
</tbody>
</table>

$X^2 = 0.5$

Not Significant

<table>
<thead>
<tr>
<th>Q.2</th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Result</td>
<td>Before</td>
<td>Able</td>
<td>Not</td>
<td>Total</td>
</tr>
<tr>
<td>Able</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>4</td>
</tr>
<tr>
<td>Not Able</td>
<td>4</td>
<td>13</td>
<td>17</td>
<td>23</td>
</tr>
<tr>
<td>Total</td>
<td>6</td>
<td>13</td>
<td>19</td>
<td>23</td>
</tr>
</tbody>
</table>

$X^2 = 2.3$

Not Significant

<table>
<thead>
<tr>
<th>Q.3</th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Result</td>
<td>Before</td>
<td>Able</td>
<td>Not</td>
<td>Total</td>
</tr>
<tr>
<td>Able</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Not Able</td>
<td>4</td>
<td>13</td>
<td>17</td>
<td>23</td>
</tr>
<tr>
<td>Total</td>
<td>4</td>
<td>13</td>
<td>19</td>
<td>23</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Q.4</th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Result</td>
<td>Before</td>
<td>Able</td>
<td>Not</td>
<td>Total</td>
</tr>
<tr>
<td>Able</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Not Able</td>
<td>1</td>
<td>18</td>
<td>19</td>
<td>19</td>
</tr>
<tr>
<td>Total</td>
<td>1</td>
<td>18</td>
<td>19</td>
<td>19</td>
</tr>
</tbody>
</table>

$X^2 = 0$

Not Significant

<table>
<thead>
<tr>
<th>Q.5</th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Result</td>
<td>Before</td>
<td>Able</td>
<td>Not</td>
<td>Total</td>
</tr>
<tr>
<td>Able</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Not Able</td>
<td>4</td>
<td>15</td>
<td>19</td>
<td>19</td>
</tr>
<tr>
<td>Total</td>
<td>4</td>
<td>15</td>
<td>19</td>
<td>19</td>
</tr>
</tbody>
</table>

$X^2 = 2.3$

Not Significant

<table>
<thead>
<tr>
<th>Q.6</th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Result</td>
<td>Before</td>
<td>Able</td>
<td>Not</td>
<td>Total</td>
</tr>
<tr>
<td>Able</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>4</td>
</tr>
<tr>
<td>Not Able</td>
<td>4</td>
<td>13</td>
<td>17</td>
<td>23</td>
</tr>
<tr>
<td>Total</td>
<td>6</td>
<td>13</td>
<td>19</td>
<td>23</td>
</tr>
</tbody>
</table>

$X^2 = 2.3$

Not Significant

<table>
<thead>
<tr>
<th>Q.7</th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Result</td>
<td>Before</td>
<td>Able</td>
<td>Not</td>
<td>Total</td>
</tr>
<tr>
<td>Able</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Not Able</td>
<td>6</td>
<td>13</td>
<td>19</td>
<td>19</td>
</tr>
<tr>
<td>Total</td>
<td>6</td>
<td>13</td>
<td>19</td>
<td>19</td>
</tr>
</tbody>
</table>

$X^2 = 4$

Significant

<table>
<thead>
<tr>
<th>Q.8</th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Result</td>
<td>Before</td>
<td>Able</td>
<td>Not</td>
<td>Total</td>
</tr>
<tr>
<td>Able</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Not Able</td>
<td>1</td>
<td>18</td>
<td>19</td>
<td>19</td>
</tr>
<tr>
<td>Total</td>
<td>1</td>
<td>18</td>
<td>19</td>
<td>19</td>
</tr>
</tbody>
</table>

$X^2 = 0$

Not Significant
### Table 5 – 9M Contingency Tables

**GRADE 9M**

<table>
<thead>
<tr>
<th>Q.1.</th>
<th>Result</th>
<th>Before</th>
<th>Able</th>
<th>Not Able</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>Able</td>
<td>1</td>
<td>5</td>
<td>6</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Not Able</td>
<td>4</td>
<td>17</td>
<td>21</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Total</td>
<td>5</td>
<td>22</td>
<td>27</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

\[ X^2 = 0 \]

Not Significant

<table>
<thead>
<tr>
<th>Q.5.</th>
<th>Result</th>
<th>Before</th>
<th>Able</th>
<th>Not Able</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>Able</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Not Able</td>
<td>4</td>
<td>22</td>
<td>26</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Total</td>
<td>4</td>
<td>23</td>
<td>27</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

\[ X^2 = 0.8 \]

Not Significant

<table>
<thead>
<tr>
<th>Q.2.</th>
<th>Result</th>
<th>Before</th>
<th>Able</th>
<th>Not Able</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>Able</td>
<td>1</td>
<td>1</td>
<td>2</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Not Able</td>
<td>8</td>
<td>17</td>
<td>25</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Total</td>
<td>9</td>
<td>18</td>
<td>27</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

\[ X^2 = 4 \]

Significant

<table>
<thead>
<tr>
<th>Q.6.</th>
<th>Result</th>
<th>Before</th>
<th>Able</th>
<th>Not Able</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>Able</td>
<td>1</td>
<td>0</td>
<td>1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Not Able</td>
<td>3</td>
<td>23</td>
<td>26</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Total</td>
<td>4</td>
<td>23</td>
<td>27</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

\[ X^2 = 1.3 \]

Not Significant

<table>
<thead>
<tr>
<th>Q.3.</th>
<th>Result</th>
<th>Before</th>
<th>Able</th>
<th>Not Able</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>Able</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Not Able</td>
<td>3</td>
<td>24</td>
<td>27</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Total</td>
<td>3</td>
<td>24</td>
<td>27</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

\[ X^2 = 0.5 \]

Not Significant

<table>
<thead>
<tr>
<th>Q.4.</th>
<th>Result</th>
<th>Before</th>
<th>Able</th>
<th>Not Able</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>Able</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Not Able</td>
<td>5</td>
<td>22</td>
<td>27</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Total</td>
<td>5</td>
<td>22</td>
<td>27</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

\[ X^2 = 0 \]

Not Significant

<table>
<thead>
<tr>
<th>Q.7.</th>
<th>Result</th>
<th>Before</th>
<th>Able</th>
<th>Not Able</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>Able</td>
<td>2</td>
<td>3</td>
<td>5</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Not Able</td>
<td>6</td>
<td>22</td>
<td>28</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Total</td>
<td>5</td>
<td>25</td>
<td>27</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

\[ X^2 = 3 \]

Significant

<table>
<thead>
<tr>
<th>Q.8.</th>
<th>Result</th>
<th>Before</th>
<th>Able</th>
<th>Not Able</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>Able</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Not Able</td>
<td>5</td>
<td>22</td>
<td>27</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Total</td>
<td>5</td>
<td>22</td>
<td>27</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

\[ X^2 = 0 \]

Not Significant
Table 6 – Class Totals Contingency Tables

<table>
<thead>
<tr>
<th></th>
<th>Q.1</th>
<th>Q.2</th>
<th>Q.3</th>
<th>Q.4</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Before Able</td>
<td>Before Able</td>
<td>Before Able</td>
<td>Before Able</td>
</tr>
<tr>
<td></td>
<td>Able</td>
<td>Not Able</td>
<td>Able</td>
<td>Not Able</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Total</td>
<td></td>
<td>Total</td>
</tr>
<tr>
<td>Able</td>
<td>41</td>
<td>8</td>
<td>8</td>
<td>23</td>
</tr>
<tr>
<td>Not Able</td>
<td>16</td>
<td>56</td>
<td>56</td>
<td>78</td>
</tr>
<tr>
<td>Total</td>
<td>57</td>
<td>44</td>
<td>101</td>
<td>101</td>
</tr>
</tbody>
</table>

Q.1: X^2 = 2.042
Not Significant

Q.2: X^2 = 21.03
Significant

Q.3: X^2 = 0.842
Not Significant

Q.4: X^2 = 21.33
Significant

<table>
<thead>
<tr>
<th></th>
<th>Q.5</th>
<th>Q.6</th>
<th>Q.7</th>
<th>Q.8</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Before Able</td>
<td>Before Able</td>
<td>Before Able</td>
<td>Before Able</td>
</tr>
<tr>
<td></td>
<td>Able</td>
<td>Not Able</td>
<td>Able</td>
<td>Not Able</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Total</td>
<td></td>
<td>Total</td>
</tr>
<tr>
<td>Able</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>2</td>
</tr>
<tr>
<td>Not Able</td>
<td>28</td>
<td>63</td>
<td>63</td>
<td>91</td>
</tr>
<tr>
<td>Total</td>
<td>37</td>
<td>64</td>
<td>101</td>
<td>101</td>
</tr>
</tbody>
</table>

Q.5: X^2 = 23.31
Significant

Q.6: X^2 = 13.14
Significant

Q.7: X^2 = 37.21
Significant

Q.8: X^2 = 1.333
Not Significant
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